**Python实战**
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* Day 1. 搭建开发环境

① 开发环境

pip安装开发Web App需要的第三方库：

异步框架aiohttp；

前端模板引擎jinja2；

MySQL 5.x数据库；

MySQL的Python异步驱动程序aiomysql：

② 项目结构

|  |  |  |  |
| --- | --- | --- | --- |
| myblog/ |  |  | 根目录 |
|  | backup/ |  | 备份目录 |
|  | conf/ |  | 配置文件 |
|  | dist/ |  | 打包目录 |
|  | www/ |  | Web目录，存放.py文件 |
|  |  | static/ | 存放静态文件 |
|  |  | templates/ | 存放模板文件 |
|  | ios/ |  | 存放iOS App工程 |
|  | LICENSE |  | 代码LICENSE |

创建项目目录后，建立git仓库并同步至GitHub，保证代码修改的安全。

* Day 2. 编写Web App骨架

www/app.py：

|  |
| --- |
| import logging; logging.basicConfig(level=logging.INFO) import asyncio from aiohttp import web  def index(req):  return web.Response(body='<h1 style="color:red">hikari\'s web</h1>', content\_type='text/html')  async def init(loop):  app = web.Application(loop=loop)  app.router.add\_route('GET', '/', index)  server = await loop.create\_server(app.make\_handler(), '127.0.0.1', 8000)  logging.info('Server started at http://127.0.0.1:8000...')  return server  loop = asyncio.get\_event\_loop() loop.run\_until\_complete(init(loop)) loop.run\_forever() |

结果：
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* Day 3. 编写ORM

在一个Web App中，所有数据，包括用户信息、发布的日志、评论等，都存储在数据库中。此处选择MySQL。

首先把常用的SELECT、INSERT、UPDATE和DELETE操作用函数封装。

由于Web框架使用aiohttp，是基于协程的异步模型。在协程中，不能调用普通的同步IO操作，因为所有用户都是由一个线程服务的，协程的执行速度必须非常快，才能处理大量用户的请求。而耗时的IO操作不能在协程中以同步的方式调用；否则等待一个IO操作时，系统无法响应任何其他用户。

这就是异步编程的一个原则：一旦决定使用异步，则系统每一层都必须是异步。

aiomysql模块为MySQL数据库提供了异步IO的驱动。

① 创建连接池

需要创建一个全局的连接池，每个HTTP请求都可以从连接池中直接获取数据库连接。使用连接池的好处是不必频繁地打开和关闭数据库连接，而是能复用就尽量复用。

连接池由全局变量\_\_pool存储，缺省情况下将编码设置为utf8，自动提交事务：

www/orm.py：

|  |
| --- |
| import logging import aiomysql  def log(sql, args=()): # 控制台打印SQL语句  logging.info('SQL: {}'.format(sql))  async def create\_pool(loop, \*\*kw): # 创建全局连接池  logging.info('create database connection pool...')  global \_\_pool  \_\_pool = await aiomysql.create\_pool(  host=kw.get('host', 'localhost'),  port=kw.get('port', 3306),  user=kw['user'],  password=kw['password'],  db=kw['db'],  charset=kw.get('charset', 'utf8'),  autocommit=kw.get('autocommit', True),  maxsize=kw.get('maxsize', 10),  minsize=kw.get('minsize', 1),  loop=loop  ) |

② SELECT查询

|  |
| --- |
| async def select(sql, args=(), size=None): # 查询  log(sql, args)  global \_\_pool  async with \_\_pool.get() as conn:  async with conn.cursor(aiomysql.DictCursor) as cur:  # SQL语句的占位符是?,而MySQL的占位符是%s  await cur.execute(sql.replace('?', '%s'), args)  # 获取指定数量的数据,若未指定获取全部  # 调用子协程(在一个协程中调用另一个协程)并获得子协程的返回结果  ret = await cur.fetchmany(size) if size else await cur.fetchall()  logging.info('rows returned: {}'.format(len(ret)))  return ret |

async和await看着还是很蛋疼...

③ Insert, Update, Delete

|  |
| --- |
| async def execute(sql, args=(), autocommit=True): # 增删改  log(sql, args)  async with \_\_pool.get() as conn:  if not autocommit: # 如果不是自动提交,手动开始提交回滚  await conn.begin()  try:  async with conn.cursor(aiomysql.DictCursor) as cur:  await cur.execute(sql.replace('?', '%s'), args)  affected = cur.rowcount # 影响的行数  if not autocommit:  await conn.commit()  except BaseException:  if not autocommit:  await conn.rollback()  raise # 有异常,回滚并抛出异常  return affected |

④ ORM

设计ORM需要从上层调用者角度来设计(自顶向下?)。

考虑如何定义一个User对象，将数据库表user和它关联。

一般是这样定义：

|  |
| --- |
| from orm import Model, StringField, IntegerField class User(Model):  \_\_table\_\_ = 'user'  id = IntegerField(primary\_key=True)  name = StringField() |

注意：\_\_table\_\_、id和name是类属性，不是实例属性。所以，在类级别上定义的属性用来描述User对象和表的映射关系，而实例属性必须通过\_\_init\_\_()方法去初始化，两者互不干扰。

⑤ 定义Model

首先定义所有ORM映射的基类Model：

|  |
| --- |
| # 可用函数或类当做元类,此处用类继承于type class ModelMetaclass(type):  def \_\_new\_\_(cls, name, bases, attrs): # 3个参数分别为类名,父类,类属性和值的字典  if name == 'Model': # Model类是父类,没有字段,不需要处理  return type.\_\_new\_\_(cls, name, bases, attrs)  table\_name = attrs.get('\_\_table\_\_', None) or name # 获取表名,没有就用类名做表名  logging.info('found model: {} (table: {})'.format(name, table\_name))  mappings = dict() # 保存所有字段的映射  fields = [] # 保存非主键字段  primary\_key = None  for k, v in attrs.items():  if isinstance(v, Field): # 类属性值是字段的实例  logging.info(' found mapping: {} ==> {}'.format(k, v))  mappings[k] = v # 保存字段的映射,类属性名-->Field对象实例  if v.primary\_key: # 找到主键保存  if primary\_key: # 若之前已经找到主键,又发现主键,则主键不唯一,抛出异常  raise RuntimeError('Duplicate primary key for field: {}'.format(k))  primary\_key = k  else:  fields.append(k) # 保存非主键字段  if not primary\_key: # 遍历完所有字段没有发现主键  raise RuntimeError('Primary key not found.')  for k in mappings.keys(): # 将原来类属性字典是字段的清空  attrs.pop(k)  escaped\_fields = list(map(lambda f: '`{}`'.format(f), fields))  # 重新设置类属性与值的字典,将新创建的类返回  attrs['\_\_mappings\_\_'] = mappings # 保存属性和列的映射关系  attrs['\_\_table\_\_'] = table\_name  attrs['\_\_primary\_key\_\_'] = primary\_key # 主键属性名  attrs['\_\_fields\_\_'] = fields # 除主键外的属性名  # 以下四种方法保存了默认的增删改查操作,反引号``是为了避免与sql关键字冲突  attrs['\_\_select\_\_'] = 'select `{}`, {} from `{}`'.format(primary\_key, ', '.join(escaped\_fields), table\_name)  attrs['\_\_insert\_\_'] = 'insert into `{}` ({}, `{}`) values ({})'.format(table\_name,  ', '.join(escaped\_fields), primary\_key, create\_args\_string(len(escaped\_fields) + 1))  attrs['\_\_update\_\_'] = 'update `{}` set {} where `{}`=?'.format(table\_name,  ', '.join(map(lambda f: '`%s`=?' % (mappings.get(f).name or f), fields)), primary\_key)  attrs['\_\_delete\_\_'] = 'delete from `{}` where `{}`=?'.format(table\_name, primary\_key)  return type.\_\_new\_\_(cls, name, bases, attrs)  # 这样，任何继承自Model的类(比如User),会自动通过ModelMetaclass扫描映射关系 # 并存储到自身的类属性如\_\_table\_\_、\_\_mappings\_\_中 class Model(dict, metaclass=ModelMetaclass):  # 所有ORM映射的基类Model  def \_\_init\_\_(self, \*\*kwargs):  super().\_\_init\_\_(\*\*kwargs)   def \_\_getattr\_\_(self, item): # 获取值  try:  return self[item]  except KeyError:  raise AttributeError("'Model' object has no attribute '{}'".format(item))   def \_\_setattr\_\_(self, key, value): # 设置值  self[key] = value   def get\_value(self, key): # 获取值,没有此key则为None  return getattr(self, key, None)   def get\_value\_or\_default(self, key): # 使用字段的默认值  value = getattr(self, key, None)  if value is None:  field = self.\_\_mappings\_\_[key] # 获取字段字符串对应字段实例  if field.default is not None: # 如果此类型有默认值,采用该默认值  value = field.default() if callable(field.default) else field.default # 函数()或值  logging.debug('using default value for {}: {}'.format(key, value))  setattr(self, key, value)  return value   # 定义类方法  @classmethod  async def find\_all(cls, where=None, args=None, \*\*kw):  sql = [cls.\_\_select\_\_]  if where: # where条件查询  sql.append('where')  sql.append(where)  if args is None:  args = []  order\_by = kw.get('order\_by', None)  if order\_by: # order排序  sql.append('order by')  sql.append(order\_by)  limit = kw.get('limit', None)  if limit is not None: # 指定偏移,限制查询条数  sql.append('limit')  if isinstance(limit, int):  sql.append('?')  args.append(limit)  elif isinstance(limit, tuple) and len(limit) == 2:  sql.append('?, ?')  args.extend(limit)  else:  raise ValueError('Invalid limit value: {}'.format(limit))  ret = await select(' '.join(sql), args) # 拼接sql语句,查询  return [cls(\*\*i) for i in ret]   @classmethod # 这是什么方法?难道是count?  async def find\_number(cls, select\_field, where=None, args=None):  sql = ['select {} \_num\_ from `{}`'.format(select\_field, cls.\_\_table\_\_)]  if where:  sql.append('where')  sql.append(where)  ret = await select(' '.join(sql), args, 1)  if len(ret) == 0:  return None  return ret[0]['\_num\_']   @classmethod  async def find(cls, pk): # 根据指定主键获取一行数据  ret = await select('{} where `{}`=?'.format(cls.\_\_select\_\_, cls.\_\_primary\_key\_\_), [pk], 1)  if len(ret) == 0:  return None  return cls(\*\*ret[0])   # 以下为实例方法  async def save(self): # 插入数据到数据库  args = list(map(self.get\_value\_or\_default, self.\_\_fields\_\_))  args.append(self.get\_value\_or\_default(self.\_\_primary\_key\_\_))  rows = await execute(self.\_\_insert\_\_, args)  if rows != 1:  logging.warning('failed to insert record: affected rows: {}'.format(rows))   # 修改数据  async def update(self):  args = list(map(self.get\_value, self.\_\_fields\_\_))  args.append(self.get\_value(self.\_\_primary\_key\_\_))  rows = await execute(self.\_\_update\_\_, args)  if rows != 1:  logging.warning('failed to update by primary key: affected rows: {}'.format(rows))   # 删除数据  async def remove(self):  args = [self.get\_value(self.\_\_primary\_key\_\_)]  rows = await execute(self.\_\_delete\_\_, args)  if rows != 1:  logging.warning('failed to remove by primary key: affected rows: {}'.format(rows)) |

⑥ 定义字段

|  |
| --- |
| class Field(object): # 字段父类,感觉上面与数据库交互字段不用此处name,而是用类属性名  def \_\_init\_\_(self, name, column\_type, primary\_key, default):  self.name = name # 字段名字,也就是此处name没卵用  self.column\_type = column\_type # 字段类型  self.primary\_key = primary\_key # 字段是否为主键  self.default = default # 字段的默认值  def \_\_str\_\_(self):  return '<{}, {}:{}>'.format(self.\_\_class\_\_.\_\_name\_\_, self.column\_type, self.name)  class StringField(Field): # 映射varchar的StringField  def \_\_init\_\_(self, name=None, primary\_key=False, default=None, ddl='varchar(100)'):  super().\_\_init\_\_(name, ddl, primary\_key, default)  class BooleanField(Field): # 布尔类型  def \_\_init\_\_(self, name=None, default=False):  super().\_\_init\_\_(name, 'boolean', False, default)  class IntegerField(Field): # 整数  def \_\_init\_\_(self, name=None, primary\_key=False, default=0):  super().\_\_init\_\_(name, 'bigint', primary\_key, default)  class FloatField(Field): # 实数  def \_\_init\_\_(self, name=None, primary\_key=False, default=0.0):  super().\_\_init\_\_(name, 'real', primary\_key, default)  class TextField(Field): # 文本  def \_\_init\_\_(self, name=None, default=None):  super().\_\_init\_\_(name, 'text', False, default) |

⑦ 测试：不知道怎么测试协程...

在create\_pool()后面添加：

|  |
| --- |
| async def destroy\_pool(): # 程序结束之前手动关闭mysql连接池  global \_\_pool  if \_\_pool:  \_\_pool.close()  await \_\_pool.wait\_closed() |

以User为例测试：

|  |
| --- |
| import asyncio class User(Model):  \_\_table\_\_ = 'user'  id = IntegerField('id', primary\_key=True)  name = StringField('name')  async def test(loop, db, lst):  await create\_pool(loop, \*\*db)  for i in range(len(lst)):  user = User()  user.id = i + 1  user.name = lst[i]  await user.save()  print('test insert over!')  async def show(loop, db):  await asyncio.sleep(1)  ret = await User.find\_all('id between 3 and 5')  print(ret)  await destroy\_pool()  print('show over!')  if \_\_name\_\_ == '\_\_main\_\_':  loop = asyncio.get\_event\_loop()  database = {  'user': 'root',  'password': 'mysql',  'db': 'test'  }  lst = ['rin', 'maki', 'nozomi', 'nico', 'umi', 'kotori']  task = [test(loop, database, lst), show(loop, database)]  loop.run\_until\_complete(asyncio.wait(task))  loop.close() |

结果：

![](data:image/png;base64,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)

查看User.\_\_dict\_\_：

mappingproxy({

'\_\_module\_\_': '\_\_main\_\_',

'\_\_table\_\_': 'user',

'\_\_mappings\_\_': {'id': <\_\_main\_\_.IntegerField object at 0x062C3C30>,

'name': <\_\_main\_\_.StringField object at 0x062C3C50>},

'\_\_primary\_key\_\_': 'id',

'\_\_fields\_\_': ['name'],

'\_\_select\_\_': 'select `id`, `name` from `user`',

'\_\_insert\_\_': 'insert into `user` (`name`, `id`) values (?, ?)',

'\_\_update\_\_': 'update `user` set `name`=? where `id`=?',

'\_\_delete\_\_': 'delete from `user` where `id`=?',

'\_\_doc\_\_': None})

元类编写ORM对新手不友好啊...元类一般很少用，算Python黑魔法，但据说很多源码底层也用元类?

重点：

① ORM对象映射关系：数据库表映射为一个类，一行数据映射为一个实例；

② 元类metaclass：继承于type，用来创建类；一个类继承了元类，会调用元类的方法初始化、创建类；

③ 协程异步，一处异步，处处异步。

**20180328**

* Day 4. 编写Model

① 定义3个模型：User、Blog、Comment继承于orm的Model类

|  |
| --- |
| import time import uuid from orm import Model, StringField, BooleanField, FloatField, TextField  def next\_id(): # 生成唯一id  # uuid4()通过伪随机数得到uuid,32位16进制  return '{:015d}{}000'.format(int(time.time() \* 1000), uuid.uuid4().hex)  class User(Model): # 用户模型  \_\_table\_\_ = 'users'  id = StringField(primary\_key=True, default=next\_id, ddl='varchar(50)')  email = StringField(ddl='varchar(50)')  pwd = StringField(ddl='varchar(50)')  admin = BooleanField() # 是不是管理员  name = StringField(ddl='varchar(50)')  image = StringField(ddl='varchar(500)')  created\_at = FloatField(default=time.time) # 创建时间  class Blog(Model): # 博客模型  \_\_table\_\_ = 'blogs'  id = StringField(primary\_key=True, default=next\_id, ddl='varchar(50)')  user\_id = StringField(ddl='varchar(50)')  user\_name = StringField(ddl='varchar(50)')  user\_image = StringField(ddl='varchar(500)')  name = StringField(ddl='varchar(50)')  summary = StringField(ddl='varchar(200)')  content = TextField()  created\_at = FloatField(default=time.time) class Comment(Model): # 评论模型  \_\_table\_\_ = 'comments'  id = StringField(primary\_key=True, default=next\_id, ddl='varchar(50)')  blog\_id = StringField(ddl='varchar(50)')  user\_id = StringField(ddl='varchar(50)')  user\_name = StringField(ddl='varchar(50)')  user\_image = StringField(ddl='varchar(500)')  content = TextField()  created\_at = FloatField(default=time.time) |

② 初始化数据库表

如果表的数量很少，可以手动创建表的SQL脚本。

data.sql：

|  |
| --- |
| **drop** database if **exists** myblog; **create** database myblog charset=utf8; use myblog; -- 将myblog数据库下的所有表的操作权限授予root用户,认证密码为mysql **grant select**, **insert**, **update**, **delete on** myblog.\* **to** 'root'@'localhost' identified **by** 'mysql';  **create table** users (  `id` **varchar**(50) **not null**,  `email` **varchar**(50) **not null**,  `pwd` **varchar**(50) **not null**,  `admin` bool **not null**,  `name` **varchar**(50) **not null**,  `image` **varchar**(500) **not null**,  `created\_at` **real not null**,  **unique key** `idx\_email` (`email`),  **key** `idx\_created\_at` (`created\_at`), -- key是索引吗?  **primary key** (`id`) ); **create table** blogs (  `id` **varchar**(50) **not null**,  `user\_id` **varchar**(50) **not null**,  `user\_name` **varchar**(50) **not null**,  `user\_image` **varchar**(500) **not null**,  `name` **varchar**(50) **not null**,  `summary` **varchar**(200) **not null**,  `content` mediumtext **not null**,  `created\_at` **real not null**,  **key** `idx\_created\_at` (`created\_at`),  **primary key** (`id`) ); **create table** comments (  `id` **varchar**(50) **not null**,  `blog\_id` **varchar**(50) **not null**,  `user\_id` **varchar**(50) **not null**,  `user\_name` **varchar**(50) **not null**,  `user\_image` **varchar**(500) **not null**,  `content` mediumtext **not null**,  `created\_at` **real not null**,  **key** `idx\_created\_at` (`created\_at`),  **primary key** (`id`) ); |

如果表的数量很多，可以从Model对象直接通过脚本自动生成SQL脚本。

命令行切换到data.sql的根目录：mysql -u root -p < data.sql

③ 编写数据访问代码

以User对象为例，test.py：

|  |
| --- |
| import orm from models import User import asyncio  async def test(loop):  await orm.create\_pool(loop, user='root', password='mysql', db='myblog')  u = User(name='hikari', email='hikari@example.com', pwd='1234', image='about:blank')  await u.save()  await orm.destroy\_pool()  if \_\_name\_\_ == '\_\_main\_\_':  loop = asyncio.get\_event\_loop()  loop.run\_until\_complete(test(loop))  loop.close() |

* Day 5. 编写Web框架

aiohttp相对比较底层，用其编写URL处理(视图)函数步骤：

|  |
| --- |
| # ① 编写一个用async/await装饰的函数 async def handle\_url\_xxx(request):  # ② 传入的参数需要自己从request中获取  url\_param = request.match\_info['key']  query\_params = parse\_qs(request.query\_string)  # ③ 自己构造Response对象  text = render('template', data)  return web.Response(text.encode('utf-8')) |

这些重复的工作可以由框架完成。

Web框架的设计完全从使用者出发，让使用者编写尽可能少的代码。

编写简单的函数而非引入request和web.Response还有一个额外的好处，就是可以单独测试，否则需要模拟一个request才能测试。

② @get和@post

先编写一个构造视图函数的装饰器@get('/path')：coroweb.py：

|  |
| --- |
| import functools def get(path):  def decorator(func):  @functools.wraps(func)  def wrapper(\*args, \*\*kw):  return func(\*args, \*\*kw)  wrapper.\_\_method\_\_ = 'GET'  wrapper.\_\_route\_\_ = path  return wrapper  return decorator |

一个函数通过@get()的装饰就附带了URL信息。

@post与@get定义类似。

利用偏函数统一GET和POST装饰器：

|  |
| --- |
| # 建立视图函数装饰器,用来存储、附带URL信息,GET和POST统一为一个装饰器 def handler\_decorator(path, \*, method):  def decorator(func):  @functools.wraps(func)  def wrapper(\*args, \*\*kw):  return func(\*args, \*\*kw)  wrapper.\_\_method\_\_ = method  wrapper.\_\_route\_\_ = path  return wrapper  return decorator # 偏函数, GET,POST方法的路由装饰器 get = functools.partial(handler\_decorator, method='GET') post = functools.partial(handler\_decorator, method='POST') |

这样就可以直接通过装饰器，将一个函数映射成视图函数。

|  |
| --- |
| @get('/') def index(request):  return 'hello!' |

③ 定义RequestHandler

视图函数仍无法从request中获取参数，所以还要从request对象中提取视图函数所需的参数，并且视图函数并非都是coroutine。

需要定义一个能处理request请求的类来对视图函数进行封装。

RequestHandler类，分析视图函数所需的参数，再从request对象中将参数提取，调用视图函数，并返回web.Response对象。这样就完全符合aiohttp框架的要求。由于其定义了\_\_call\_\_()方法，其实例对象可以看作函数。

1) 解析视图函数

使用Python自带的inspect模块，可以用来解析函数的参数。

**20180329**

插曲：inspect模块的使用

① inspect.signature(f)：返回一个inspect.Signature类型的对象，值为函数f的所有参数

|  |
| --- |
| import inspect def func(a, b=0, \*c, d, e=1, \*\*f):  pass sig = inspect.signature(func) print(sig) # (a, b=0, \*c, d, e=1, \*\*f),函数f所有参数 print(type(sig)) # <class 'inspect.Signature'> |

② inspect.Signature对象的paramerters属性是一个mappingproxy(映射)类型的对象，值为一个有序字典(OrderedDict)。字典里的key是str类型的参数名，value是一个inspect.Parameter类型的对象。

-------------------------------------------------------------------------------------------------------

inspect.Parameter对象的kind属性是一个\_ParameterKind枚举类型的对象，值为这个参数的类型。

1) POSITIONAL\_OR\_KEYWORD：位置或关键字参数，Python最普通的参数类型，可以通过位置或关键字传参数；

|  |
| --- |
| def f(a):  print(a) f(1) # 位置传参调用 f(a=1) # 关键字传参调用 |

2) VAR\_POSITIONAL：可变参数 \*args，位置参数的元组，不能用关键字传参

|  |
| --- |
| def f(\*args):  print(args) # 可以传入任意个位置参数调用,不传参数也可以,传入关键字参数报错 f() # () f(1, 'a', True) # (1, 'a', True) f(a=1) # TypeError: f() got an unexpected keyword argument 'a' |

3) KEYWORD\_ONLY：关键字参数，在\*或\*args (VAR\_POSITIONAL)后面的参数，只能用关键字传参数，因为位置参数被前面的\*args全部接收了；

|  |
| --- |
| def f(\*, a): # VAR\_POSITIONAL不需要使用时,可以匿名化  print(a) # 只能关键字传参,位置传参报错 f(a=1) # 1 f(1) # TypeError: f() takes 0 positional arguments but 1 was given |

4) VAR\_KEYWORD：可变关键字参数\*\*kwargs，字典形式，此类型的参数只允许有一个，只能在函数最后声名

|  |
| --- |
| def f(\*\*kwargs):  print(kwargs) # 可以传入任意个关键字参数,不传也可以,传入位置参数报错 f() # {} f(a=1, b='b', c=False, d=[1, 2]) # {'a': 1, 'b': 'b', 'c': False, 'd': [1, 2]} f(1) # TypeError: f() takes 0 positional arguments but 1 was given |

5) POSITIONAL\_ONLY：位置参数，不重要，历史遗留产物，高版本Python无法使用此类参数，推荐用VAR\_POSITIONAL来代替。

默认参数

1) VAR类型不允许设置默认参数

2) 默认参数靠后放

3) 默认参数不要设为可变类型(如list、dict等)，因为如果在函数内改变了默认参数，下次再调用时就不再是默认值。

|  |
| --- |
| def f(a, lst=[]):  lst.append(a)  print(lst) f(1) # [1] f(2) # [1, 2] f(3, ['a', 'b']) # ['a', 'b', 3] f(4) # [1, 2, 4] |

-------------------------------------------------------------------------------------------------------

inspect.Parameter对象的default属性：如果这个参数有默认值，返回这个默认值；没有则返回一个inspect.\_empty类。

|  |
| --- |
| params = sig.parameters print(params) # OrderedDict([('a', <paramsmeter "a">), ('b', <paramsmeter "b=0">), ('c', <paramsmeter "\*c">), ('d', <paramsmeter "d">), ('e', <paramsmeter "e=1">), ('f', <paramsmeter "\*\*f">)]) print(type(params)) # <class 'mappingproxy'> for k, v in params.items():  print('k: {}, type is {}\nv: {}, type is {}'.format(k, type(k), v, type(v)))  kind = v.kind  print('kind is', kind, ', kind-type is', type(kind))  default = v.default  print('default is {}, default-type is {}'.format(default, type(default)))  print('\*' \* 50) |

此处每个k都是字符串参数名，类型为<class 'str'>；每个v为a,b=0,\*c,d,e=1,\*\*f，类型都是<class 'inspect.Parameter'>；

a,b的kind是POSITIONAL\_OR\_KEYWORD，c是VAR\_POSITIONAL，d,e是KEYWORD\_ONLY，f是VAR\_KEYWORD；

kind类型都是<enum '\_ParameterKind'>；

a,c,d,f没有默认参数，default是<class 'inspect.\_empty'>，类型是<class 'type'>；b默认0，e默认1，都是整数，类型是<class 'int'>

coroweb.py解析视图函数：

|  |
| --- |
| import inspect # 使用inspect模块，检查视图函数的参数  def get\_required\_kw\_args(f): # 获取无默认值的关键字参数  args = []  params = inspect.signature(f).parameters  for name, param in params.items():  # 如果视图函数存在关键字参数,且无默认值,获取它的参数名  if param.kind == inspect.Parameter.KEYWORD\_ONLY and param.default == inspect.Parameter.empty:  args.append(name)  return tuple(args)  def get\_named\_kw\_args(f): # 获取关键字参数  args = []  params = inspect.signature(f).parameters  for name, param in params.items():  if param.kind == inspect.Parameter.KEYWORD\_ONLY:  args.append(name)  return tuple(args)  def has\_named\_kw\_arg(f): # 判断是否有关键字参数  params = inspect.signature(f).parameters  for name, param in params.items():  if param.kind == inspect.Parameter.KEYWORD\_ONLY:  return True  def has\_var\_kw\_arg(f): # 判断是否有可变关键词参数\*\*kwargs  params = inspect.signature(f).parameters  for name, param in params.items():  if param.kind == inspect.Parameter.VAR\_KEYWORD:  return True  def has\_request\_arg(f): # 判断是否有名叫request的参数,且位置在最后  sig = inspect.signature(f)  params = sig.parameters  found = False  for name, param in params.items():  if name == 'request':  found = True  continue  if found and (  param.kind != inspect.Parameter.VAR\_POSITIONAL and  param.kind != inspect.Parameter.KEYWORD\_ONLY and  param.kind != inspect.Parameter.VAR\_KEYWORD):  # param是普通参数,但param位于request之后,即request位置不在最后,报错  raise ValueError('request parameter must be the last named parameter in function:{}{}'.format(f.\_\_name\_\_, sig))  return found |

2) 提取request中的参数

request是经aiohttp封装后的对象，其本质是一个HTTP请求。

request由请求状态(status)、请求头(header)、请求体(body)三部分组成。

需要的参数包含在body和status的URI中。

RequestHandler需要处理以下问题：

1. 确定HTTP请求的方法是GET还是POST(用request.method获取)；

2. 根据HTTP请求的content\_type字段(用request.content\_type获取)，选用不同解析方法获取参数；

3. 将获取的参数经处理使其完全符合视图函数接收的参数形式；

4. 调用视图函数。

coroweb.py的RequestHandler类：

|  |
| --- |
| from aiohttp import web from urllib.parse import parse\_qs import logging  # 定义RequestHandler类,从视图函数中分析其需要接收的参数, 从request中获取必要的参数,调用视图函数,把结果转换为web.Response对象,符合aiohttp框架要求 class RequestHandler(object):  def \_\_init\_\_(self, app, f):  self.\_app = app  self.\_func = f  self.\_required\_kw\_args = get\_required\_kw\_args(f)  self.\_named\_kw\_args = get\_named\_kw\_args(f)  self.\_has\_request\_arg = has\_request\_arg(f)  self.\_has\_named\_kw\_arg = has\_named\_kw\_arg(f)  self.\_has\_var\_kw\_arg = has\_var\_kw\_arg(f)   async def \_\_call\_\_(self, request):  kw = None # ① 定义kw，用于保存request中参数  # ② 判断视图函数是否存在关键字参数,如果存在根据GET或POST方法将request请求内容保存到kw  if self.\_has\_named\_kw\_arg or self.\_has\_var\_kw\_arg: # 若视图函数有关键字参数  if request.method == 'POST':  # 根据request参数中的content\_type使用不同解析方法  if not request.content\_type: # 如果content\_type不存在返回400错误  return web.HTTPBadRequest(text='Missing Content\_Type.')  ct = request.content\_type.lower() # 统一小写,便于检查  if ct.startswith('application/json'): # json格式数据  params = await request.json() # 仅解析body字段的json数据  if not isinstance(params, dict):   return web.HTTPBadRequest(text='JSON body must be object.')  kw = params  # form表单请求的编码形式  elif ct.startswith('application/x-www-form-urlencoded') or ct.startswith('multipart/form-data'):  params = await request.post() # 返回post中解析后的数据,dict-like对象  kw = dict(\*\*params) # 组成dict,统一kw格式  else:  return web.HTTPBadRequest(text='Unsupported Content-Type: {}'.format(request.content\_type))  if request.method == 'GET':  qs = request.query\_string # url查询字符串  if qs:  kw = dict()  """  >>> qs='a=1&b=2&b=3&c=haha'  >>> parse\_qs(qs,True)  {'a': ['1'], 'b': ['2', '3'], 'c': ['haha']}  """  # 值v是一个list,第2个参数keep\_blank\_values为True表示不忽略空格  for k, v in parse\_qs(qs, True).items(): # 返回查询字符串键值对,dict对象  kw[k] = v[0]  # ③ 如果kw为空,说明request无请求内容,则将match\_info里的资源映射给kw  if kw is None:  # request.match\_info返回dict对象,键为可变路由中可变字段{variable}的参数名,  # 值为传入request请求的path的对应值,比如路由为/user/{name},请求path为  # /user/hikari,匹配路由,则request.match\_info返回{'name':'hikari'}  kw = dict(\*\*request.match\_info)  else:  if self.\_has\_named\_kw\_arg and (not self.\_has\_var\_kw\_arg): # 若视图函数只有命名关键字参数没有可变关键词参数  tmp = dict()  for name in self.\_named\_kw\_args:  if name in kw:  tmp[name] = kw[name]  kw = tmp # 只保留命名关键字参数  # 将request.match\_info中的参数传入kw  for k, v in request.match\_info.items():  # 检查kw中的参数是否和match\_info中的重复  if k in kw: # 貌似和 if k in kw.keys() 一样  logging.warning('Duplicate arg name in named arg and kw args: {}'.format(k))  kw[k] = v  # ④ 善后工作  if self.\_has\_request\_arg: # 视图函数存在request参数  kw['request'] = request  if self.\_required\_kw\_args: # 视图函数存在无默认值的关键字参数  for name in self.\_required\_kw\_args:  if name not in kw: # 若未传入必须关键字参数值,报错  return web.HTTPBadRequest(text='Missing argument: {}'.format(name))  # 至此kw为视图函数f真正能调用的参数  # 也就是request请求中的参数终于传递给了视图函数  logging.info('call with args: {}'.format(str(kw)))  return await self.\_func(\*\*kw) |

④ 编写注册函数(添加路由)

1) 视图函数注册函数add\_route()：coroweb.py：

|  |
| --- |
| import asyncio def add\_route(app, f): # 注册一个视图函数  method = getattr(f, '\_\_method\_\_', None)  path = getattr(f, '\_\_route\_\_', None)  # 验证视图函数是否有method和path参数  if method is None or path is None:  raise ValueError('@get or @post not defined in {}.'.format(f.\_\_name\_\_))  # 判断视图函数是否协程并且是生成器  if not asyncio.iscoroutinefunction(f) and not inspect.isgeneratorfunction(f):  f = asyncio.coroutine(f) # 将视图函数转为协程  logging.info('add route {} {} --> {}({})'.format(method, path, f.\_\_name\_\_,  ','.join(inspect.signature(f).parameters.keys())))  # 在app中注册经RequestHandler类封装的视图函数  app.router.add\_route(method, path, RequestHandler(app, f)) |

2) 批量注册视图函数

add\_route()每次只能注册一个视图函数；批注册函数add\_routes()实现只提供模块路径，自动导入其中的视图函数进行注册。

|  |
| --- |
| # 导入模块,批量注册视图函数 def add\_routes(app, module\_name):  n = module\_name.rfind('.') # 从右侧检索返回索引  if n == -1:  # \_\_import\_\_ 作用同import语句, 但\_\_import\_\_是一个函数,参数为模块的字符串名字  # \_\_import\_\_('urllib',globals(),locals(),['request'], 0)等价于from urllib import request  mod = \_\_import\_\_(module\_name, globals(), locals())  else:  # 比如'urllib.request', name='request', 获取urllib模块对象的request属性得到urllib.request模块对象  name = module\_name[(n + 1):]  # 获取对应的模块对象  mod = getattr(\_\_import\_\_(module\_name[:n], globals(), locals(), [name], 0), name)  # dir()获取模块所有类、实例、函数等对象的str形式  for attr in dir(mod):  if attr.startswith('\_'):  continue # 忽略'\_'开头的对象  f = getattr(mod, attr)  if callable(f): # f可以被调用  # 确保视图函数存在method和path  method = getattr(f, '\_\_method\_\_', None)  path = getattr(f, '\_\_route\_\_', None)  if method and path:  add\_route(app, f) # 注册视图函数 |

3) 静态文件注册函数

add\_static()用于注册静态文件，只提供文件路径即可进行注册

|  |
| --- |
| import os  # 添加静态文件, 如image, css, js等文件 def add\_static(app):  # 获取本文件绝对路径-->获取根目录-->拼接同目录的static目录  # path = os.path.join(os.path.dirname(os.path.abspath(\_\_file\_\_)), 'static')  # 上面太麻烦了, abspath('.')可以直接获取当前文件根目录的绝对路径  path = os.path.join(os.path.abspath('.'), 'static')  app.router.add\_static('/static/', path) # 注册静态文件  logging.info('add static {} --> {}'.format('/static/', path)) |

⑤ 初始化jinja2模板

使用jinja2作为模板引擎，在自己写的框架中对jinja2模板进行初始化设置。

app.py：

|  |
| --- |
| import logging; logging.basicConfig(level=logging.INFO) import os from jinja2 import Environment, FileSystemLoader  def init\_jinja2(app, \*\*kw):  logging.info('init jinja2...')  # ① 配置options参数,字典形式,是Environment(\*\*options)的参数  options = dict(  # 自动转义xml/html的特殊字符  autoescape=kw.get('autoescape', True),  # 代码块的开始、结束标志  block\_start\_string=kw.get('block\_start\_string', '{%'),  block\_end\_string=kw.get('block\_end\_string', '%}'),  # 变量的开始、结束标志  variable\_start\_string=kw.get('variable\_start\_string', '{{'),  variable\_end\_string=kw.get('variable\_end\_string', '}}'),  # 自动加载修改后的模板文件  auto\_reload=kw.get('auto\_reload', True)  )  path = kw.get('path', None) # 获取模板文件目录路径  if not path:  # path = os.path.join(os.path.dirname(os.path.abspath(\_\_file\_\_)), 'templates')  path = os.path.join(os.path.abspath('.'), 'templates')  # Environment类是jinja2的核心类,用来保存配置、全局对象、模板文件的路径  # ② 模板加载器FileSystemLoader类加载path路径中的模板文件  env = Environment(loader=FileSystemLoader(path), \*\*options)  # ③ 创建Environment对象, 添加过滤器  ft = kw.get('filters', None)  if ft:  for name, f in ft.items():  env.filters[name] = f # filters是Environment类的属性, 过滤器字典  # jinja2的环境配置都在env对象中, 把env对象添加到app类字典对象中,  # 这样app就知道模板的路径和解析模板的方法  app['\_\_template\_\_'] = env # app是一个dict-like对象 |

编写一个过滤器：

|  |
| --- |
| import time from datetime import datetime  def datetime\_filter(t): # 模板语言的过滤器, 用于时间戳转为字符串, 显示博客发表时间  delta = int(time.time() - t)  if delta < 0: # 所以不可能未来发表的...此句注释吧  return u'未来的某天'  if delta < 60:  return u'1分钟前'  if delta < 3600:  return u'%s分钟前' % (delta // 60)  if delta < 86400:  return u'%s小时前' % (delta // 3600)  if delta < 604800:  return u'%s天前' % (delta // 86400)  dt = datetime.fromtimestamp(t)  return u'%s年%s月%s日' % (dt.year, dt.month, dt.day) |

⑥ 编写middleware

middlerware是符合WSGI定义的中间件，位于服务端和客户端之间对数据进行拦截处理的一个桥梁。可以看作服务器端的数据，经middleware一层层封装，最终传递给客户端。

一个middleware可以改变URL的输入、输出，甚至可以决定不继续处理而直接返回。middleware的用处就在于把通用的功能从每个URL处理函数中拿出来，集中放到一个地方。

web框架正是由一层层middleware的封装，才具备各种完善的功能。

app.py：

|  |
| --- |
| # 编写一个用于打印日志的middleware, 和装饰器类似 async def logger\_factory(app, handler): # handler是视图函数  async def logger(request):  logging.info('Request: {} {}'.format(request.method, request.path))  return await handler(request)  return logger # 打印日志的中间件, 打印POST请求json或表单数据 async def data\_factory(app, handler):  async def parse\_data(request):  if request.method == 'POST':  if request.content\_type.startswith('application/json'):  request.\_\_data\_\_ = await request.json()  logging.info('request json: {}'.format(request.\_\_data\_\_))  elif request.content\_type.startswith('application/x-www-form-urlencoded'):  request.\_\_data\_\_ = await request.post()  logging.info('request form: {}'.format(request.\_\_data\_\_))  return await handler(request)  return parse\_data  from aiohttp import web import json # response中间件把返回值转换为web.Response对象再返回,保证满足aiohttp的要求 async def response\_factory(app, handler):  async def response(request):  logging.info('Response handler...')  res = await handler(request)  if isinstance(res, web.StreamResponse): # StreamResponse是所有Response的父类  return res  if isinstance(res, bytes):  # Response继承于StreamResponse, 接收body参数, 构造HTTP响应内容  res = web.Response(body=res)  res.content\_type = 'application/octet-stream'  return res  if isinstance(res, str):  if res.startswith('redirect:'): # 若返回重定向字符串, 重定向至目标url  return web.HTTPFound(res[9:])  res = web.Response(body=res.encode('utf-8'))  res.content\_type = 'text/html;charset=utf-8' #  utf-8编码的text格式  return res  if isinstance(res, dict):  # 视图函数返回值会带有\_\_template\_\_值, 表示选择渲染的模板  template = res.get('\_\_template\_\_')  if template is None: # 不带模板信息返回json对象  res = web.Response(  body=json.dumps(res, ensure\_ascii=False, default=lambda obj: obj.\_\_dict\_\_).encode('utf-8'))  res.content\_type = 'application/json;charset=utf-8'  return res  else: # 带模板信息, 渲染模板  # 获取已初始化的Environment对象, 调用get\_template()返回Template对象;调用Template对象的render()方法, 传入res渲染模板, 返回unicode格式字符串,用utf-8编码  tpl = app['\_\_template\_\_'].get\_template(template)  res = web.Response(body=tpl.render(\*\*res).encode('utf-8'))  res.content\_type = 'text/html;charset=utf-8'  return res  if isinstance(res, int) and 100 <= res < 600:  return web.Response(status=res) # 返回响应码  if isinstance(res, tuple) and len(res) == 2:  code, msg = res # 返回了响应码和原因的元组, 如(200, 'OK'), (404, 'Not Found')  if isinstance(code, int) and 100 <= code < 600:  return web.Response(status=code, text=msg)  # 均以上条件不满足, 默认返回  res = web.Response(body=str(res).encode('utf-8'))  res.content\_type = 'text/plain;charset=utf-8'  return res  return response |

⑦ 测试：www/handlers.py存放视图函数，暂时不涉及数据库

|  |
| --- |
| from coroweb import get  @get('/') async def index(request):  return '<h1 style="color:red">hikari\'s website</h1>'  @get('/hello') async def hello(request):  return '<h1>hello!</h1>'  @get('/hello/{name}') async def hello2(name, request):  return '<h1>hello! {}</h1>'.format(name) |

app.py：

|  |
| --- |
| import asyncio from coroweb import add\_routes, add\_static  async def init(loop):  app = web.Application(loop=loop, middlewares=[logger\_factory, response\_factory])  init\_jinja2(app, filters=dict(datetime=datetime\_filter))  add\_routes(app, 'handlers') # 将handlers.py的所有视图函数添加路由  add\_static(app) # 需要创建static目录  server = await loop.create\_server(app.make\_handler(), 'localhost', 8000)  logging.info('server started at http://127.0.0.1:8000...')  return server if \_\_name\_\_ == '\_\_main\_\_':  loop = asyncio.get\_event\_loop()  loop.run\_until\_complete(init(loop))  loop.run\_forever() |

居然可以执行…
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输入http://127.0.0.1:8000/hello/maki打印的日志：

|  |
| --- |
| INFO:root:init jinja2...  INFO:root:add route GET /hello --> hello(request)  INFO:root:add route GET /hello/{name} --> hello2(name,request)  INFO:root:add route GET / --> index(request)  INFO:root:add static /static/ --> D:\hikari\_web\_day5\www\static  INFO:root:server started at http://127.0.0.1:8000...  INFO:root:Request: GET /hello/maki  INFO:root:Response handler...  INFO:root:call with args: {'name': 'maki', 'request': <Request GET /hello/maki >}  INFO:aiohttp.access:127.0.0.1 [30/Mar/2018:02:59:32 +0000] "GET /hello/maki HTTP/1.1" 200 169 "-" "Mozilla/5.0 (Windows NT 10.0; WOW64) …" |

瞎猜上面响应过程：

① 创建app对象，附带中间件；jinja2初始化，app['\_\_template\_\_']；

② @get@post装饰器将handler.py的函数附加\_\_method\_\_和\_\_route\_\_属性，附带URL信息，变为视图函数；

③ RequestHandler装饰handler.py的视图函数，用于提取request参数；

④ add\_routes在app中注册视图函数；注册静态路由；

⑤ 开启服务器；浏览器输入http://127.0.0.1:8000/hello/maki，服务器收到请求；

⑥ 中间件response\_factory收到请求，根据路由发给相应的handler (RequestHandler装饰的视图函数)处理，也就是执行其对象的\_\_call\_\_()方法，发现request没有关键字参数、没有查询字符串，匹配url得到kw = {'name' : 'maki'}，对应视图函数为@get装饰的hello2()函数，调用返回'<h1>hello! maki</h1>'；

⑦ 请求向装饰器内部传递，相反响应向装饰器外面传递，经中间件response\_factory对字符串响应处理，构造真正的web.Response返回浏览器。

**20180330**

* Day 6. 编写配置文件

通常一个Web App在运行时都需要读取配置文件，比如数据库的用户名、密码等。在不同的环境中运行时，Web App可以通过读取不同的配置文件来获得正确的配置。

可以直接用Python源代码实现配置；默认的配置文件应该完全符合本地开发环境；这样无需任何设置，就可以立刻启动服务器。

-------------------------------------------------------------------------------------------------------

创建一个默认配置文件config\_default.py：

|  |
| --- |
| configs = {  'debug': True,  'db': {  'host': 'localhost',  'port': 3306,  'user': 'root',  'password': 'mysql',  'db': 'myblog',  },  'session': {  'secret': 'hiKari'  } } |

如果要部署到服务器，通常需要修改数据库的host等信息，直接修改config\_default.py不是好方法，更好的方法是编写一个config\_override.py用来覆盖某些默认设置：

|  |
| --- |
| # 覆盖默认设置 configs = {  'db': {  'host': '192.168.1.101',  'user': 'hikari',  } } |

config\_default.py作为开发环境的标准配置，config\_override.py作为生产环境的标准配置，既能方便在本地开发，又能随时部署到服务器上。

-------------------------------------------------------------------------------------------------------

应用程序读取配置文件要优先从config\_override.py读取。

编写config.py用以整合配置文件：

|  |
| --- |
| import config\_default  class Dict(dict):  def \_\_init\_\_(self, names=(), values=(), \*\*kw):  super().\_\_init\_\_(\*\*kw)  for k, v in zip(names, values):  self[k] = v # names每个元素为键,values对应位置元素为值  # 可以dct.key或dct[key]获取或设置属性  def \_\_getattr\_\_(self, key):  try:  return self[key]  except KeyError:  raise AttributeError(r"'Dict' object has no attribute '%s'" % key)  def \_\_setattr\_\_(self, key, value):  self[key] = value  # 合并设置 def merge(defaults, override):  ret = {}  for k, v in defaults.items():  if k in override:  if isinstance(v, dict):  ret[k] = merge(v, override[k]) # 如果v是dict, 递归  else:  ret[k] = override[k] # k有新值, 覆盖默认值  else:  ret[k] = v # override没有k, 使用默认值  return ret  def to\_dict(configs):  d = Dict()  for k, v in configs.items():  d[k] = to\_dict(v) if isinstance(v, dict) else v # 如果v是dict, 递归  return d  configs = config\_default.configs try:  import config\_override  configs = merge(configs, config\_override.configs) # 获得合并的configsdict, dict类型 except ImportError:  pass configs = to\_dict(configs) # 将dict类型的configs变为Dict类的实例, 可以通过configs.k直接获取v, 增加易用性, 不是必需 if \_\_name\_\_ == '\_\_main\_\_':  print(configs.db.user) # hikari  print(configs['db']['host']) # 192.168.1.101  print(configs.db['port']) # 3306 |

* Day 7. 编写MVC

Controller：控制业务逻辑，决定与前端进行数据交互的形式和方法。如检查数据，存取数据等。

View：负责显示页面。通过接收Controller传来的数据，渲染后呈现给用户。

Model：在后端Controller和前端View之间被传递的数据。

在本项目中：Model是之前编写的orm框架：它从MySQL中取出数据，并以对象的形式被传递；View是jinja2模板引擎，能接收从后端传来的数据，渲染呈现出页面；Controller是视图函数，以及用来封装视图函数的HandRequest类和middlerware等。

① 修改之前handlers.py的视图函数：

|  |
| --- |
| from coroweb import get from models import User  @get('/') async def index(request):  users = await User.find\_all()  return { # 视图函数返回值是dict  '\_\_template\_\_': 'test.html', # 在response\_factory中会搜索模板  'users': users # 传入模板的数据  } |

② www/templates/目录下编写一个jinja2模板test.html：

|  |
| --- |
| <style type="text/css">  ul { list-style: none; font: 24px/36px "Microsoft YaHei";}  .users { font: 36px/36px "Microsoft YaHei"; color: red;}  .idx { color: #ff00ff;} </style> |

|  |
| --- |
| <h1 class="users">All users</h1> <ul>  {% for u **in** users %}  <li><span class="idx">{{ loop.index }}. </span>{{ u.name }} / {{ u.email }}</li>  {% endfor %}</ul> |

③ 修改aap.py的init，增加访问数据库

|  |
| --- |
| import asyncio from coroweb import add\_routes, add\_static import orm from config import configs  async def init(loop):  await orm.create\_pool(loop, \*\*configs.db) # 从配置文件获取数据库信息,创建连接池  app = web.Application(loop=loop, middlewares=[logger\_factory, response\_factory])  init\_jinja2(app, filters=dict(datetime=datetime\_filter))  add\_routes(app, 'handlers') # 将handlers的视图函数添加路由  add\_static(app) # 需要创建static目录  server = await loop.create\_server(app.make\_handler(), 'localhost', 8000)  logging.info('server started at http://127.0.0.1:8000...')  return server  if \_\_name\_\_ == '\_\_main\_\_':  loop = asyncio.get\_event\_loop()  loop.run\_until\_complete(init(loop))  loop.run\_forever() |

用之前的test.py向MySQL插入几条数据；

运行app.py，浏览器输入127.0.0.1:8000：
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* Day 8. 构建前端

之前是一个最简单的MVC，但页面效果肯定不会让人满意。

对于复杂的HTML前端页面，需要一套基础的CSS框架来完成页面布局和基本样式；jQuery作为操作DOM的JS库也必不可少。

-------------------------------------------------------------------------------------------------------

uikit是一个强大的CSS框架，具备完善的响应式布局、漂亮的UI和丰富的HTML组件，能轻松设计出美观而简洁的页面。[官网](https://getuikit.com)下载。

所有静态文件统一放到www/static/目录下，并按照类别归类。

-------------------------------------------------------------------------------------------------------

由于前端页面肯定不止首页一个页面，每个页面都有相同的页眉和页脚。如果每个页面都是独立的HTML模板，那么修改页眉和页脚就需要把每个模板都改一遍，效率太低。

常见的模板引擎已经考虑到了页面上重复的HTML部分的复用问题。有的模板通过include把页面拆成三部分：

|  |
| --- |
| <html> <% include file="inc\_header.html" %> <% include file="index\_body.html" %> <% include file="inc\_footer.html" %> </html> |

相同的部分inc\_header.html和inc\_footer.html就可以共享。

但是include方法不利于页面整体结构的维护。

-------------------------------------------------------------------------------------------------------

jinjia2的模板继承使模板的复用更简单。见201803.pdf~7

① 用uikit编写父模板base.html：

|  |
| --- |
| <!DOCTYPE html> <html> <head>  <meta charset="utf-8"/>  {% block meta %}{# 挖坑 #}{% endblock %}  <title>{% block title %} ? {% endblock %} - hikari webapp</title>  {# 代码和静态文件都是拷过来的 #}  <link rel="stylesheet" href="/static/css/uikit.min.css">  <link rel="stylesheet" href="/static/css/uikit.gradient.min.css">  <link rel="stylesheet" href="/static/css/myblog.css"/>  <script src="/static/js/jquery.min.js"></script>  <script src="/static/js/sha1.min.js"></script>  <script src="/static/js/uikit.min.js"></script>  <script src="/static/js/sticky.min.js"></script>  <script src="/static/js/vue.min.js"></script>  <script src="/static/js/myblog.js"></script>  {% block beforehead %}{# 此处一般是css或js #}{% endblock %} </head> <body> {# 导航条 #} <nav class="uk-navbar uk-navbar-attached uk-margin-bottom">  <div class="uk-container uk-container-center">  <a href="/" class="uk-navbar-brand">hikari blog</a>  <ul class="uk-navbar-nav">  {# 各种链接页面都没写 #}  <li data-url="blogs"><a href="/"><i class="uk-icon-home"></i> 日志</a></li>  <li><a target="\_blank" href="#"><i class="uk-icon-book"></i> 教程</a></li>  <li><a target="\_blank" href="#"><i class="uk-icon-code"></i> 源码</a></li>  </ul>  <div class="uk-navbar-flip">  <ul class="uk-navbar-nav">  {% if \_\_user\_\_ %}  <li class="uk-parent" data-uk-dropdown>  <a href="#0"><i class="uk-icon-user"></i> {{ \_\_user\_\_.name }}</a>  <div class="uk-dropdown uk-dropdown-navbar">  <ul class="uk-nav uk-nav-navbar">  <li><a href="/signout"><i class="uk-icon-sign-out"></i> 登出</a></li>  </ul></div></li>  {% else %}  <li><a href="/signin"><i class="uk-icon-sign-in"></i> 登录</a></li>  <li><a href="/register"><i class="uk-icon-edit"></i> 注册</a></li>  {% endif %}  </ul></div></div></nav> {# 正文部分,每个页面都不同,先挖坑 #} <div class="uk-container uk-container-center">  <div class="uk-grid">  {% block content %}{% endblock %}</div></div> {# 底部 #} <div class="uk-margin-large-top" style="background-color:#eee; border-top:1px solid #ccc;">  <div class="uk-container uk-container-center uk-text-center">  <div class="uk-panel uk-margin-top uk-margin-bottom">  <p>{# 微博、github、领英、twitter链接, 图标都是uikit里有的 #}  <a target="\_blank" href="#" class="uk-icon-button uk-icon-weibo"></a>  <a target="\_blank" href="https://github.com/hoshizorahikari" class="uk-icon-button uk-icon-github"></a>  <a target="\_blank" href="#" class="uk-icon-button uk-icon-linkedin-square"></a>  <a target="\_blank" href="#" class="uk-icon-button uk-icon-twitter"></a>  </p>  <p>Powered by <a href="#">hikari webapp</a>. Copyright &copy; 2018. [<a href="/manage/" target="\_blank">Manage</a>]  </p>  <p><a href="http://www.liaoxuefeng.com/" target="\_blank">www.liaoxuefeng.com</a>. All rights reserved.</p>  <a target="\_blank" href="http://www.w3.org/TR/html5/"><i class="uk-icon-html5" style="font-size:64px; color: #444;"></i></a></div></div></div> </body> </html> |

② 首页myblog.html继承于base.html：

|  |
| --- |
| {% extends 'base.html' %} {% block title %}日志{% endblock %} {% block beforehead %}<script></script>{% endblock %} {% block content %}  <div class="uk-width-medium-3-4">{# 栅格化?左边占3/4, 右边1/4? #}  {% for blog **in** blogs %}  <article class="uk-article">  <h2><a href="/blog/{{ blog.id }}">{{ blog.name }}</a></h2>  {# 此处datatime是一个filter(过滤器),就是之前写的那个 #}  <p class="uk-article-meta">发表于{{ blog.created\_at|datetime }}</p>  <p>{{ blog.summary }}</p>  <p><a href="/blog/{{ blog.id }}">继续阅读 <i class="uk-icon-angle-double-right"></i></a></p>  </article>  <hr class="uk-article-divider">  {% endfor %}</div>   <div class="uk-width-medium-1-4">  <div class="uk-panel uk-panel-header">  <h3 class="uk-panel-title">友情链接</h3>  <ul class="uk-list uk-list-line">  <li><i class="uk-icon-thumbs-o-up"></i> <a target="\_blank" href="#">编程</a></li>  <li><i class="uk-icon-thumbs-o-up"></i> <a target="\_blank" href="#">读书</a></li>  <li><i class="uk-icon-thumbs-o-up"></i> <a target="\_blank" href="#">Python教程</a></li>  <li><i class="uk-icon-thumbs-o-up"></i> <a target="\_blank" href="#">Git教程</a></li>  </ul></div></div> {% endblock %} |

③ handler.py的首页视图函数：

|  |
| --- |
| from coroweb import get from models import User, Blog import time  @get('/') def index(request):  summary = '其实什么也木有！'  blogs = [  Blog(id='1', name='Test Blog', summary=summary, created\_at=time.time() - 120),  Blog(id='2', name='Something New', summary=summary, created\_at=time.time() - 3600),  Blog(id='3', name='Learn Swift', summary=summary, created\_at=time.time() - 7200)  ]  return {  '\_\_template\_\_': 'myblog.html',  'blogs': blogs  } |

结果：
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* Day 9. 编写API

REST(Representational State Transfer，表述性状态传递)是Roy Fielding博士在2000年其博士论文中提出的一种软件架构风格。

因为REST模式的Web服务与复杂的SOAP和XML-RPC相比更加简洁，越来越多的web服务开始采用REST风格设计和实现，成为Web API的标准。

-------------------------------------------------------------------------------------------------------

什么是Web API？

如果想要获取一篇Blog，输入http://localhost:8000/blog/123，就可以看到id为123的Blog页面；但这个结果是HTML页面，它同时混合包含了Blog的数据和Blog的展示两个部分。对于用户来说，阅读起来没有问题；但是对于机器，就很难从HTML中解析出Blog的数据。

如果一个URL返回的不是HTML，而是机器能直接解析的数据，这个URL就可以看成是一个Web API。比如，读取http://localhost:8000/api/blogs/123，如果能直接返回Blog的数据，那么机器就可以直接读取。

-------------------------------------------------------------------------------------------------------

REST是一种设计API的模式。最常用的数据格式是JSON。由于JSON能直接被JS读取，所以JSON格式编写的REST风格的API简单、易读、易用。

由于API把Web App的功能全部封装，通过API操作数据，可以极大地把前端和后端的代码分离，使后端代码易于测试，前端代码编写更简单。

一个API也是视图函数，希望能直接通过@api装饰器把函数变成JSON格式的REST API。获取注册用户可以用一个API实现如下：

handlers.py添加：

|  |
| --- |
| @get('/api/users') async def api\_get\_users(): # 此处貌似要用协程额, 不用报错…  users = await User.find\_all(order\_by='created\_at desc') # 按创建时间降序  for u in users:  u.pwd = '\*\*\*\*\*\*' # 将查询到的用户密码隐藏  return dict(users=users) |

只要返回一个dict，中间件就可以把结果序列化为JSON并返回。

因此定义一个APIError处理API调用时发生了逻辑错误(比如用户不存在)，其他的Error视为Bug，返回的错误代码为internalerror。

www/apis.py：

|  |
| --- |
| class APIError(Exception):  # APIError父类  def \_\_init\_\_(self, error, data='', message=''):  super(APIError, self).\_\_init\_\_(message)  self.error = error  self.data = data  self.message = message  class APIValueError(APIError):  # 输出值错误或无效  def \_\_init\_\_(self, field, message=''):  super(APIValueError, self).\_\_init\_\_('value : invalid', field, message)  class APIResourceNotFoundError(APIError):  # 资源没有找到  def \_\_init\_\_(self, field, message=''):  super(APIResourceNotFoundError, self).\_\_init\_\_('value : not found', field, message)  class APIPermissionError(APIError):  # api没有权限  def \_\_init\_\_(self, message=''):  super(APIPermissionError, self).\_\_init\_\_('permission : forbidden', 'permission', message) |

修改coroweb.py的RequestHandler类的\_\_call\_\_()方法：

|  |
| --- |
| from apis import APIError  class RequestHandler(object):  async def \_\_call\_\_(self, request):  # 之前一样, 在最后添加try  try:  return await self.\_func(\*\*kw)  except APIError as e:  return dict(error=e.error, data=e.data, message=e.message) |

该项目第一次ubuntu测试：

① 创建虚拟环境：mkvirtualenv -p /usr/bin/python3.5 hikari\_blog

② 将需要的模块安装；貌似由于python3.5的虚拟环境，直接pip就可以；用pip3反而装到全局了；

③ python test.py向MySQL插入数据；

④ python app.py运行服务器；

⑤ 浏览器输入http://localhost:8000/api/users测试API：
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这算成功了? 之前的blog首页也显示木有问题！

⑥ deactivate退出虚拟环境

-------------------------------------------------------------------------------------------------------

客户端调用API时，必须通过错误代码来区分API调用是否成功。

错误代码用来告诉调用者出错的原因。很多API用一个整数表示错误码，需要查表得知错误信息。更好的方式是用字符串表示错误代码，不需要看文档也能猜到错误原因。

**20180402**

* Day 10. 用户注册和登录

用户注册相对简单：

① 注册模板：templates/register.html：

|  |
| --- |
| {% extends 'base.html' %} {% block title %}注册{% endblock %} {% block beforehead %}  <script>  **function** validateEmail(email) {  **var** re = /^\w+@\w+(\.[a-z]{2,3}){1,2}$/;  **return** re.test(email.toLowerCase());  }  $(**function** () {  **var** vm = **new** Vue({  el: '#vm',  data: {  name: '',  email: '',  password1: '',  password2: ''  },  methods: {  submit: **function** (event) {  event.preventDefault();  **var** $form = $('#vm');  **if** (!**this**.name.trim()) {  **return** $form.showFormError('请输入名字');  }  **if** (!validateEmail(**this**.email.trim().toLowerCase())) {  **return** $form.showFormError('请输入正确的Email地址');  }  **if** (**this**.password1.length < 6) {  **return** $form.showFormError('密码长度至少为6个字符');  }  **if** (**this**.password1 !== **this**.password2) {  **return** $form.showFormError('两次输入的密码不一致');  }  **var** email = **this**.email.trim().toLowerCase();  $form.postJSON('/api/users', {  name: **this**.name.trim(),  email: email,  pwd: CryptoJS.SHA1(email + ':' + **this**.password1).toString()  }, **function** (err, r) {  **if** (err) {  **return** $form.showFormError(err);  }  **return** location.assign('/'); {# 注册成功返回主页? #}  });  }  }  });  $('#vm').show();  });  </script> {% endblock %}  {% block content %}  <div class="uk-width-2-3">  <h1>欢迎注册！</h1>  <form id="vm" v-on="submit: submit" class="uk-form uk-form-stacked">  <div class="uk-alert uk-alert-danger uk-hidden"></div>  <div class="uk-form-row">  <label class="uk-form-label">名字:</label>  <div class="uk-form-controls">  <input v-model="name" type="text" maxlength="50" placeholder="your name" class="uk-width-1-1"></div></div>  <div class="uk-form-row">  <label class="uk-form-label">电子邮件:</label>  <div class="uk-form-controls">  <input v-model="email" type="text" maxlength="50" placeholder="your-name@example.com" class="uk-width-1-1"></div></div>  <div class="uk-form-row">  <label class="uk-form-label">输入密码:</label>  <div class="uk-form-controls">  <input v-model="password1" type="password" maxlength="50" placeholder="输入密码" class="uk-width-1-1"></div></div>  <div class="uk-form-row">  <label class="uk-form-label">确认密码:</label>  <div class="uk-form-controls">  <input v-model="password2" type="password" maxlength="50" placeholder="确认密码" class="uk-width-1-1"></div></div>  <div class="uk-form-row">  <button type="submit" class="uk-button uk-button-primary"><i class="uk-icon-user"></i> 注册</button></div></form></div> {% endblock %} |

② handlers.py用户注册视图函数：

|  |
| --- |
| from coroweb import get, post from models import User, Blog, Comment, next\_id from apis import APIValueError, APIError  @get('/register') def register():  return {  '\_\_template\_\_': 'register.html'  }  \_re\_email = r'^\w+@\w+(\.[a-z]{2,3}){1,2}$' \_re\_sha1 = r'^[0-9a-f]{40}$'  @post('/api/users') async def api\_register\_user(\*, email, name, pwd):  # 用户注册api  name = name.strip()  if not name:  raise APIValueError('name')  if not email or not re.match(\_re\_email, email):  raise APIValueError('email')  if not pwd or not re.match(\_re\_sha1, pwd):  raise APIValueError('password')  users = await User.find\_all('email=?', [email]) # 查询邮箱是不是已经存在  if len(users) > 0: # 邮箱已经存在用户  raise APIError('register:failed', 'email', 'Email is already in use.')  uid = next\_id()  new\_pwd = '{}:{}'.format(uid, pwd)  user = User(id=uid, name=name, email=email, pwd=hashlib.sha1(new\_pwd.encode('utf-8')).hexdigest(), image='http://www.gravatar.com/avatar/{}?s=80&d=identicon&r=g'.format( hashlib.md5(email.encode('utf-8')).hexdigest()))  await user.save() # 注册用户信息保存至数据库  # 创建session的cookie  res = web.Response()  res.set\_cookie(COOKIE\_NAME, user2cookie(user, 86400), max\_age=86400, httponly=True)  user.pwd = '\*\*\*\*\*\*'  res.content\_type = 'application/json'  res.body = json.dumps(user, ensure\_ascii=False).encode('utf-8')  return res  \_COOKIE\_KEY = configs.session.secret COOKIE\_NAME = 'hikari\_session'  def user2cookie(user, max\_age):  # 计算加密cookie, cookie字符串为: id-expires-sha1  expires = str(int(time.time() + max\_age)) # 当前时间+最大寿命即为过期时间  s = '{}-{}-{}-{}'.format(user.id, user.pwd, expires, \_COOKIE\_KEY)  lst = [user.id, expires, hashlib.sha1(s.encode('utf-8')).hexdigest()]  return '-'.join(lst) |
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注册之后跳转到首页，但不是处于登录状态，还显示登录和注册…

由于HTTP协议无状态，而服务器要跟踪用户状态，可以通过cookie实现。

-------------------------------------------------------------------------------------------------------

大多数Web框架提供了Session功能来封装保存用户状态的cookie。

Session的优点是简单易用，可以直接从Session中取出用户登录信息。

Session的缺点是服务器需要在内存中维护一个映射表来存储用户登录信息，如果有两台以上服务器，就需要对Session做集群。

因此，使用Session的Web App很难扩展。

此处采用直接读取cookie的方式来验证用户登录，每次用户访问任意URL，都会对cookie进行验证，这种方式的好处是保证服务器处理任意的URL都是无状态的，可以扩展到多台服务器。

由于登录成功后是由服务器生成一个cookie发送给浏览器，所以，要保证这个cookie不会被客户端伪造出来。

实现防伪造cookie的关键是通过一个单向算法(例如SHA1)

比如：当用户输入正确密码登录成功后，服务器可以从数据库取到用户的id，并以如下方式计算出一个字符串：

"用户id" + "过期时间" + SHA1("用户id" + "用户密码" + "过期时间" + "SecretKey")

当浏览器发送cookie到服务器后，服务器拿到的信息包括：用户id、过期时间、SHA1值。

如果未到过期时间，服务器就根据用户id查找用户密码，并计算：

SHA1("用户id" + "用户密码" + "过期时间" + "SecretKey")

并与浏览器cookie中的哈希进行比较，如果相等则说明用户已登录，否则cookie就是伪造的。

此算法关键在于SHA1是一种单向算法，即可以通过原始字符串计算出SHA1结果，但无法通过SHA1结果反推出原始字符串。

③ 登录API：登录成功设置cookie

|  |
| --- |
| # 登录认证api @post('/api/authenticate') async def authenticate(\*, email, pwd):  if not email:  raise APIValueError('email', 'Invalid email.')  if not pwd:  raise APIValueError('password', 'Invalid password.')  users = await User.find\_all('email=?', [email])  if len(users) == 0:  raise APIValueError('email', 'Email not exist.')  user = users[0]  # 检查密码  new\_pwd = '{}:{}'.format(user.id, pwd)  if user.pwd != hashlib.sha1(new\_pwd.encode('utf-8')).hexdigest():  raise APIValueError('password', 'Invalid password.')  # 登录成功,设置cookie  res = web.Response()  res.set\_cookie(COOKIE\_NAME, user2cookie(user, 86400), max\_age=86400, httponly=True)  user.pwd = '\*\*\*\*\*\*'  res.content\_type = 'application/json'  res.body = json.dumps(user, ensure\_ascii=False).encode('utf-8')  return res |

对于每个URL处理函数，如果都去写解析cookie的代码，那会导致代码重复。利用中间件在处理URL之前，把cookie解析，并将登录用户绑定到request对象上；这样后续的视图函数就可以直接拿到登录用户：

④ app.py添加认证cookie中间件：获取cookie转为user对象绑定到request

|  |
| --- |
| from handlers import cookie2user, COOKIE\_NAME  # 利用中间件在处理URL之前, 把cookie解析, 并将登录用户绑定到request对象上 # 这样后续的视图就可以直接拿到登录用户 async def auth\_factory(app, handler):  async def auth(request):  logging.info('check user: {} {}'.format(request.method, request.path))  request.\_\_user\_\_ = None  cookie\_str = request.cookies.get(COOKIE\_NAME)  if cookie\_str:  user = await cookie2user(cookie\_str)  if user:  logging.info('set current user: {}'.format(user.email))  request.\_\_user\_\_ = user  if request.path.startswith('/manage/') and (request.\_\_user\_\_ is None or not request.\_\_user\_\_.admin):  return web.HTTPFound('/signin')  return await handler(request)  return auth |

⑤ app.py的response中间件：响应是dict且模板非空情况，响应从request获取user字段，传给模板渲染：

|  |
| --- |
| async def response\_factory(app, handler):  async def response(request):  # 前面一样…  if isinstance(res, dict):  template = res.get('\_\_template\_\_')  if template is None: # 不带模板信息返回json对象  res = web.Response(  body=json.dumps(res, ensure\_ascii=False, default=lambda obj: obj.\_\_dict\_\_).encode('utf-8'))  res.content\_type = 'application/json;charset=utf-8'  return res  else: # 带模板信息, 渲染模板  res['\_\_user\_\_'] = request.\_\_user\_\_ # 新加一句, 从request获取用户信息  tpl = app['\_\_template\_\_'].get\_template(template)  res = web.Response(body=tpl.render(\*\*res).encode('utf-8'))  res.content\_type = 'text/html;charset=utf-8'  return res  # ……  return res  return response |

app.py的init将认证中间件添加：

|  |
| --- |
| app = web.Application(loop=loop, middlewares=[logger\_factory, auth\_factory, response\_factory]) |

⑥ handlers.py的函数将cookie字符串转为user对象：

|  |
| --- |
| async def cookie2user(cookie\_str):  # 解析cookie  if not cookie\_str:  return  try:  lst = cookie\_str.split('-')  if len(lst) != 3:  return  uid, expires, sha1 = lst  if int(float(expires)) < time.time():  print('过期啦')  return  user = await User.find(uid)  if user is None:  return  s = '{}-{}-{}-{}'.format(uid, user.pwd, expires, \_COOKIE\_KEY)  if sha1 != hashlib.sha1(s.encode('utf-8')).hexdigest():  logging.info('invalid sha1')  return  user.pwd = '\*\*\*\*\*\*'  return user  except Exception as e:  logging.exception(e)  return |

⑦ handlers.py登录视图：

|  |
| --- |
| @get('/signin') def signin():  return {  '\_\_template\_\_': 'signin.html'  } |

⑧ templates/signin.html：重新写，不继承

|  |
| --- |
| <!DOCTYPE html> <html class="uk-height-1-1"> <head>  <meta charset="utf-8"/>  <title>登录 -hikari webapp</title>  <link rel="stylesheet" href="/static/css/uikit.min.css">  <link rel="stylesheet" href="/static/css/uikit.gradient.min.css">  <script src="/static/js/jquery.min.js"></script>  <script src="/static/js/sha1.min.js"></script>  <script src="/static/js/uikit.min.js"></script>  <script src="/static/js/vue.min.js"></script>  <script src="/static/js/myblog.js"></script>  <script>  $(**function** () {  **var** vmAuth = **new** Vue({  el: '#vm',  data: {  email: '',  pwd: ''  },  methods: {  submit: **function** (event) {  event.preventDefault();  **var** $form = $('#vm'),  email = **this**.email.trim().toLowerCase(),  data = {  email: email,  pwd: **this**.pwd === '' ? '' : CryptoJS.SHA1(email + ':' + **this**.pwd).toString()  };  $form.postJSON('/api/authenticate', data, **function** (err, r) {  **if** (!err) {  location.assign('/');  }  });  }  }  });  });  </script> </head> <body class="uk-height-1-1"> <div class="uk-vertical-align uk-text-center uk-height-1-1">  <div class="uk-vertical-align-middle" style="width: 320px">  <p><a href="/" class="uk-icon-button"><i class="uk-icon-html5"></i></a> <a href="/">hikari webapp</a></p>  <form id="vm" v-on="submit: submit" class="uk-panel uk-panel-box uk-form">  <div class="uk-alert uk-alert-danger uk-hidden"></div>  <div class="uk-form-row">  <div class="uk-form-icon uk-width-1-1">  <i class="uk-icon-envelope-o"></i>  <input v-model="email" name="email" type="text" placeholder="电子邮件" maxlength="50" class="uk-width-1-1 uk-form-large"></div></div>  <div class="uk-form-row">  <div class="uk-form-icon uk-width-1-1">  <i class="uk-icon-lock"></i>  <input v-model="pwd" name="pwd" type="password" placeholder="密码" maxlength="50" class="uk-width-1-1 uk-form-large"></div></div>  <div class="uk-form-row">  <button type="submit" class="uk-width-1-1 uk-button uk-button-primary uk-button-large"><i class="uk-icon-sign-in"></i> 登录</button>  </div></form></div></div> </body> </html> |

结果：
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每个继承于base.html的模板都会显示用户登录信息，根据response从reques；获取的user，如果为None显示登录注册，否则显示用户名和登出。

是不是该去学一下Vue.js了?

⑨ 登出视图：

设置cookie为-deleted- (随意)，寿命为0，其实就是删除cookie

|  |
| --- |
| @get('/signout') def signout(request): # 登出,重定向首页  referer = request.headers.get('Referer')  res = web.HTTPFound(referer or '/')  res.set\_cookie(COOKIE\_NAME, '-deleted-', max\_age=0, httponly=True) # 删除cookie  logging.info('user signed out.')  return res |

结果：
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* Day 11. 编写日志创建页

在Web开发中，后端代码写起来其实是相当容易的。

例如编写一个REST API，用于创建一个Blog：

① handlers.py：

|  |
| --- |
| from apis import APIPermissionError  # 检查是不是管理员,有没有权限 def check\_admin(request):  if request.\_\_user\_\_ is None or not request.\_\_user\_\_.admin:  raise APIPermissionError()  # REST API, 用于创建一个Blog @post('/api/blogs') async def api\_create\_blog(request, \*, name, summary, content):  check\_admin(request) # 管理员才能创建blog  # name,summary, content都不能为空  if not name or not name.strip():  raise APIValueError('name', 'name cannot be empty.')  if not summary or not summary.strip():  raise APIValueError('summary', 'summary cannot be empty.')  if not content or not content.strip():  raise APIValueError('content', 'content cannot be empty.')  # 创建blog对象, 保存到数据库  blog = Blog(user\_id=request.\_\_user\_\_.id, user\_name=request.\_\_user\_\_.name, user\_image=request.\_\_user\_\_.image,  name=name.strip(), summary=summary.strip(), content=content.strip())  await blog.save()  return blog |

编写后端Python代码简单而且容易测试，上面的API：api\_create\_blog()本身只是一个普通函数。

Web开发真正困难在于编写前端页面。前端页面需要混合HTML、CSS和JavaScript，如果对它们没有深入掌握，编写的前端页面将很快难以维护。

前端页面通常是动态页面，也就是前端页面往往是由后端代码生成的。

1) 生成前端页面最早方式是拼接字符串：

s = '<html><head><title>' + title + '</title></head><body>' + body + '</body></html>'

显然这种方式完全没有可维护性。

2) 模板方式：

|  |
| --- |
| <html> <head><title>{{ title }}</title></head> <body>{{ body }}</body> </html> |

ASP、JSP、PHP等都是用这种模板方式生成前端页面。

如果在页面上大量使用JavaScript (事实上大部分页面都会)，模板方式仍然会导致JavaScript代码与后端代码耦合紧密，以至于难以维护。其根本原因在于负责显示的HTML DOM模型与负责数据和交互的JavaScript代码没有分割清楚。

和后端结合的MVC模式已经无法满足复杂页面逻辑的需要了，所以新的MVVM (Model-View-ViewModel)模式应运而生。

MVVM最早由微软提出，它借鉴了桌面应用程序的MVC思想，在前端页面中，把Model用纯JavaScript对象表示：

|  |
| --- |
| <script>  **let** blog = {  name: 'hello',  summary: 'this is summary',  content: 'this is content...'  }; </script> |

View是纯HTML：

|  |
| --- |
| <form action="/api/blogs" method="post">  <p><input name="name" id="name"></p>  <p><input name="summary" id="summary"></p>  <p><textarea name="content" id="content"></textarea></p>  <button type="submit">OK</button> </form> |

由于Model表示数据，View负责显示，两者做到了最大限度的分离。

把Model和View关联起来的就是ViewModel。ViewModel负责把Model数据同步到View显示，还负责把View的修改同步回Model。

需要用JavaScript编写一个通用的ViewModel，可以复用整个MVVM模型。

已有许多成熟的MVVM框架，例如AngularJS，KnockoutJS等。

此处选择Vue这个简单易用的MVVM框架实现创建Blog的页面。

② templates/manage\_blog\_edit.html：

|  |
| --- |
| {% extends 'base.html' %} {% block title %}编辑日志{% endblock %} {% block beforehead %}  <script>  **let** ID = '{{ id }}',  action = '{{ action }}';  **function** initVM(blog) {  **let** $vm = $('#vm');  {# 让vm变为全局变量方便调试... #}  vm = **new** Vue({  {# 初始化Vue, 指定3个参数：① el：根据选择器查找绑定的View, 这里是#vm, id为vm的<div>标签 ② data：JavaScript对象表示的Model, 初始化为{ name: '', summary: '', content: ''} ③ methods：View可以触发的JavaScript函数, submit是提交表单时触发的函数 #}  el: '#vm',  data: blog,  methods: {  submit: **function** (event) {  event.preventDefault();  **let** $form = $vm.find('form');  {# 将数据POST提交到action #}  $form.postJSON(action, **this**.$data, **function** (err, r) {  **if** (err) {  $form.showFormError(err);  }  **else** {  {# 提交成功, 转到该blog文章页面 #}  **return** location.assign('/blogs/' + r.id);  }  });  }  }  });  $vm.show();  }   $(**function** () {  **let** $loading = $('#loading');  **if** (ID) {  getJSON('/api/blogs/' + ID, **function** (err, blog) {  **if** (err) {  **return** fatal(err);  }  $loading.hide();  initVM(blog);  });  }  **else** {  $loading.hide();  initVM({  name: '',  summary: '',  content: ''  });  }  });  </script> {% endblock %}  {% block content %}  <div class="uk-width-1-1 uk-margin-bottom">  <div class="uk-panel uk-panel-box">  <ul class="uk-breadcrumb">  <li><a href="/manage/comments">评论</a></li>  <li><a href="/manage/blogs">日志</a></li>  <li><a href="/manage/users">用户</a></li></ul></div></div>  <div id="error" class="uk-width-1-1"></div>  <div id="loading" class="uk-width-1-1 uk-text-center">  <span><i class="uk-icon-spinner uk-icon-medium uk-icon-spin"></i> 正在加载...</span></div>  <div id="vm" class="uk-width-2-3">  {# 把提交表单的事件关联到submit方法 #}  <form v-on="submit: submit" class="uk-form uk-form-stacked">  <div class="uk-alert uk-alert-danger uk-hidden"></div> {# v-model使Vue把Model和View关联起来, Model的name为键, input的value为值 #}  <div class="uk-form-row">  <label class="uk-form-label">标题:</label>  <div class="uk-form-controls">  <input v-model="name" name="name" type="text" placeholder="标题" class="uk-width-1-1"></div></div>  <div class="uk-form-row">  <label class="uk-form-label">摘要:</label>  <div class="uk-form-controls">  <textarea v-model="summary" rows="4" name="summary" placeholder="摘要" class="uk-width-1-1" style="resize:none;"></textarea></div></div>  <div class="uk-form-row">  <label class="uk-form-label">内容:</label>  <div class="uk-form-controls">  <textarea v-model="content" rows="16" name="content" placeholder="内容" class="uk-width-1-1" style="resize:none;"></textarea></div></div>  <div class="uk-form-row">  <button type="submit" class="uk-button uk-button-primary"><i class="uk-icon-save"></i> 保存</button>  <a href="/manage/blogs" class="uk-button"><i class="uk-icon-times"></i> 取消</a></div></form></div> {% endblock %} |

③ base.html在登出前面添加一个创建博客按钮(管理员权限)：

|  |
| --- |
| <ul class="uk-nav uk-nav-navbar">  {% if \_\_user\_\_.admin %}  <li><a href="/manage/blogs/create"><i class="uk-icon-pencil"></i> 创建</a></li>  {% endif %}  <li><a href="/signout"><i class="uk-icon-sign-out"></i> 登出</a></li></ul> |

④ handlers.py：

|  |
| --- |
| @get('/manage/blogs/create') # 创建blog的视图函数 def manage\_create\_blog():  return {  '\_\_template\_\_': 'manage\_blog\_edit.html',  'id': '',  'action': '/api/blogs'  }  @get('/api/blogs/{id}') async def api\_get\_blog(\*, id):  blog = await Blog.find(id)  return blog  def text2html(text):  # text按行拆成列表, 滤去空字符, 将特殊字符转义, 加上p标签, 再拼接字符串  lines = map(lambda s: '<p>{}</p>'.format(s.replace('&', '&amp;').replace('<', '&lt;').replace('>', '&gt;')),  filter(lambda s: s.strip() != '', text.split('\n')))  return ''.join(lines)  import markdown2 @get('/blog/{id}') async def get\_blog(id): # 获取指定id的blog  blog = await Blog.find(id)  comments = await Comment.find\_all('blog\_id=?', [id], order\_by='created\_at desc')  for c in comments:  c.html\_content = text2html(c.content)  blog.html\_content = markdown2.markdown(blog.content)  return {  '\_\_template\_\_': 'blog.html', # 需要写一个blog.html模板  'blog': blog,  'comments': comments  } |

⑤ 注册新账号；MySQL：update users set admin=1 where name='hikari星';
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**注意**：在MVVM中，Model和View是双向绑定的。如果在Form中修改了文本框的值，可以在Model中立刻拿到新值。在表单中输入文本，F12-Console，可以通过vm.name访问单个属性，或者通过vm.$data访问整个Model：
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如果在JavaScript逻辑中修改了Model，这个修改会立刻反映到View上。比如在Console输入vm.name = '测试用'，可以看到文本框的内容自动被同步了。
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点击保存跳转到http://127.0.0.1:8000/api/blogs/{id}了，一串JSON。

⑥ 将首页视图修改，从数据库获取：

|  |
| --- |
| @get('/') async def index(request):  blogs = await Blog.find\_all()  return {  '\_\_template\_\_': 'myblog.html',  'blogs': blogs,  } |
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需要再建立/blog/{id}的模板，点击继续阅读才不会报错。

双向绑定是MVVM框架最大的作用。借助MVVM将复杂的显示逻辑交给框架完成。由于后端编写了独立的REST API，所以前端用AJAX提交表单非常容易，前后端分离得非常彻底。

* Day 12. 编写日志列表页

MVVM模式不但可用于Form表单，在复杂的管理页面中也能大显身手。

例如分页显示Blog的功能：

① apis.py：定义Page类用于存储分页信息：

|  |
| --- |
| class Page(object):  # Page类用于存储分页信息  def \_\_init\_\_(self, item\_count, page\_index=1, page\_size=10):  self.item\_count = item\_count # 总条目数  self.page\_size = page\_size # 一页的条目数  # 总共多少页  self.page\_count = item\_count // page\_size + (1 if item\_count % page\_size > 0 else 0)  # 如果总条目数为0或当前页数超过总页数  if (item\_count == 0) or (page\_index > self.page\_count):  self.offset = 0  self.limit = 0  self.page\_index = 1  else:  self.page\_index = page\_index # 当前页数  self.offset = self.page\_size \* (page\_index - 1) # 偏移, 当前页之前总条目数  self.limit = self.page\_size  # 是否有前一页或后一页  self.has\_next = self.page\_index < self.page\_count  self.has\_previous = self.page\_index > 1   def \_\_str\_\_(self):  return 'item\_count: {}, page\_count: {}, page\_index: {}, page\_size: {}, offset: {}, limit: {}'.format(self.item\_count, self.page\_count, self.page\_index, self.page\_size, self.offset, self.limit)  \_\_repr\_\_ = \_\_str\_\_ |

② handlers.py：blog API

|  |
| --- |
| def get\_page\_index(page\_str):  # 字符串页数变为整数, 非法页数全变为 1  p = 1  try:  p = int(page\_str)  except ValueError:  pass  if p < 1:  p = 1  return p  from apis import Page @get('/api/blogs') async def api\_blogs(\*, page='1'):  page\_index = get\_page\_index(page) # 指定页数  num = await Blog.find\_number('count(id)') # 总条目数?  p = Page(num, page\_index) # 创建Page对象  if num == 0:  return dict(page=p, blogs=())  # 从offset开始limit条  blogs = await Blog.find\_all(order\_by='created\_at desc', limit=(p.offset, p.limit))  return dict(page=p, blogs=blogs) # 返回Page对象和Blog对象 |

③ handlers.py管理页面视图函数：

|  |
| --- |
| @get('/manage/blogs') def manage\_blogs(\*, page='1'):  return {  '\_\_template\_\_': 'manage\_blogs.html',  'page\_index': get\_page\_index(page)  } |

④ manage\_blogs.html：

|  |
| --- |
| {% extends 'base.html' %} {% block title %}日志{% endblock %}  {% block beforehead %}  <script>  **function** initVM(data) {  **let** vm = **new** Vue({  el: '#vm',  data: {  blogs: data.blogs,  page: data.page  },  methods: {  {# 编辑blog和删除blog #}  edit\_blog: **function** (blog) {  location.assign('/manage/blogs/edit?id=' + blog.id);  },  delete\_blog: **function** (blog) {  **if** (confirm('确认要删除“' + blog.name + '”？删除后不可恢复！')) {  postJSON('/api/blogs/' + blog.id + '/delete', **function** (err, r) {  **if** (err) {  **return** alert(err.message || err.error || err);  }  refresh();  });  }  }  }  });  $('#vm').show();  }  $(**function** () {  {# 通过API GET /api/blogs?page=?拿到Model #}  getJSON('/api/blogs', {  page: {{ page\_index }}  }, **function** (err, results) {  **if** (err) {  **return** fatal(err);  }  $('#loading').hide();  {# 初始化View #}  initVM(results);  });  });  </script> {% endblock %}  {% block content %}  <div class="uk-width-1-1 uk-margin-bottom">  <div class="uk-panel uk-panel-box">  <ul class="uk-breadcrumb">  <li><a href="/manage/comments">评论</a></li>  <li class="uk-active"><span>日志</span></li>  <li><a href="/manage/users">用户</a></li></ul></div></div>  <div id="error" class="uk-width-1-1"></div>  <div id="loading" class="uk-width-1-1 uk-text-center">  <span><i class="uk-icon-spinner uk-icon-medium uk-icon-spin"></i> 正在加载...</span></div>  <div id="vm" class="uk-width-1-1">  <a href="/manage/blogs/create" class="uk-button uk-button-primary"><i class="uk-icon-plus"></i> 新日志</a>  <table class="uk-table uk-table-hover">  <thead>  <tr>  <th class="uk-width-5-10">标题 / 摘要</th>  <th class="uk-width-2-10">作者</th>  <th class="uk-width-2-10">创建时间</th>  <th class="uk-width-1-10">操作</th></tr></thead>  <tbody>  {# 用v-repeat可以把Model的blogs数组直接变成多行<tr> #}  <tr v-repeat="blog: blogs"> {# v-repeat="blog: blogs"可以看成循环代码 #}  <td>{# v-text和v-attr分别用于生成文本和DOM结点属性 #}  <a target="\_blank" v-attr="href: '/blog/'+blog.id" v-text="blog.name"></a></td>  <td>  <a target="\_blank" v-attr="href: '/user/'+blog.user\_id" v-text="blog.user\_name"></a></td>  <td>  <span v-text="blog.created\_at.toDateTime()"></span></td>  <td>  <a href="#0" v-on="click: edit\_blog(blog)"><i class="uk-icon-edit"></i></a>  <a href="#0" v-on="click: delete\_blog(blog)"><i class="uk-icon-trash-o"></i></a></td></tr></tbody></table>  <div v-component="pagination" v-with="page"></div></div> {% endblock %} |

结果：
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编辑删除blog，/user/{id}，/blog/{id}，评论都需要实现

**20180410**

* Day 13. 提升开发效率

现在已经把一个Web App的框架搭建好了，从后端的API到前端的MVVM，流程已经跑通了。但是每次修改Python代码，都必须在命令行先Ctrl-C停止服务器，再重启，改动才能生效，开发阶段这样严重降低开发效率。

Django的开发环境在Debug模式可以自动重新加载，如果自己编写的服务器也能实现这个功能，就大大提升开发效率；可惜Django没把这个功能独立出来。Python也提供了重新载入模块的功能，但不是所有模块都能被重新载入。

另一种思路是一旦检测到www目录下代码改动，就自动重启服务器。

可以编写一个辅助程序pymonitor.py，让它启动wsgiapp.py，并时刻监控www目录下代码的改动；有改动时先把当前wsgiapp.py进程杀掉再重启，就完成了服务器进程的自动重启。

Python的第三方库watchdog可以利用操作系统的API来监控目录文件的变化，并发送通知。利用watchdog接收文件变化的通知，如果是.py文件，就自动重启wsgiapp.py进程；利用Python自带subprocess实现进程的启动和终止，并把输入输出重定向到当前进程的输入输出中：

|  |
| --- |
| import os import subprocess import sys import time from watchdog.events import FileSystemEventHandler from watchdog.observers import Observer  def log(s):  print('[Monitor] {}'.format(s))  class MyFileSystemEventHander(FileSystemEventHandler):  def \_\_init\_\_(self, f):  super().\_\_init\_\_()  self.restart = f # 传入restart\_process函数  def on\_any\_event(self, event):  # 检测到py文件有改动, 调用传入的函数  if event.src\_path.endswith('.py'):  log('Python source file changed: {}'.format(event.src\_path))  self.restart()  command = ['echo', 'ok'] process = None  def kill\_process(): # 关闭进程  global process  if process:  log('Kill process [{}]...'.format(process.pid))  process.kill()  process.wait()  log('Process ended with code {}.'.format(process.returncode))  process = None  def start\_process(): # 启动进程  global process, command  log('Start process {}...'.format(' '.join(command)))  process = subprocess.Popen(command, stdin=sys.stdin, stdout=sys.stdout, stderr=sys.stderr)  def restart\_process(): # 重启进程  kill\_process()  start\_process()  def start\_watch(path, callback): # 监视path路径文件变化  observer = Observer()  observer.schedule(MyFileSystemEventHander(restart\_process), path, recursive=True)  observer.start()  log('Watching directory {}...'.format(path))  start\_process()  try:  while True:  time.sleep(0.5)  except KeyboardInterrupt:  observer.stop() # ctrl-c停止监视  observer.join()  if \_\_name\_\_ == '\_\_main\_\_':  argv = sys.argv[1:] # 命令行参数  if not argv:  print('Usage: ./pymonitor your-script.py')  exit(0)  if argv[0] != 'python':  argv.insert(0, 'python')  command = argv  path = os.path.abspath('.') # 监视当前py文件所在目录  start\_watch(path, None) |

./pymonitor.py app.py启动服务，在handlers.py尾部敲一个回车：

INFO:root:server started at http://127.0.0.1:8000...

[Monitor] Python source file changed: D:\hikari星\hikari\_web\_day13\www\handlers.py

[Monitor] Kill process [10728]...

[Monitor] Process ended with code 1.

[Monitor] Start process python app.py...

也就是一保存代码，自动重启服务，大大提升了开发效率。

目前为止的路由有：

INFO:root:add route GET /api/blogs --> api\_blogs(page)

INFO:root:add route POST /api/blogs --> api\_create\_blog(request,name,summary,content)

INFO:root:add route GET /api/blogs/{id} --> api\_get\_blog(id)

INFO:root:add route GET /api/users --> api\_get\_users()

INFO:root:add route POST /api/users --> api\_register\_user(email,name,pwd)

INFO:root:add route POST /api/authenticate --> authenticate(email,pwd)

INFO:root:add route GET /blog/{id} --> get\_blog(id)

INFO:root:add route GET / --> index(request)

INFO:root:add route GET /manage/blogs --> manage\_blogs(page)

INFO:root:add route GET /manage/blogs/create --> manage\_create\_blog()

INFO:root:add route GET /register --> register()

INFO:root:add route GET /signin --> signin()

INFO:root:add route GET /signout --> signout(request)

INFO:root:add static /static/ --> D:\hikari星\hikari\_web\_day13\www\static

* Day 14. 完成Web App

在Web App框架和基本流程跑通后，剩下工作全部是体力活了：在Debug开发模式下完成后端所有API、前端所有页面。

把当前用户绑定到request上，并对URL/manage/进行拦截，检查当前用户是否是管理员身份，这个之前在中间件auth\_factory已经做过了…

1. 后端API

① 获取日志：GET /api/blogs

② 创建日志：POST /api/blogs

③ 修改日志：POST /api/blogs/{blog\_id}

|  |
| --- |
| @post('/api/blogs/{id}') async def api\_update\_blog(id, \*, name, summary, content):  # 获取指定id的blog修改  blog = await Blog.find(id)  blog.name = name  blog.summary = summary  blog.content = content  await blog.update()  return blog |

④ 删除日志：POST /api/blogs/{blog\_id}/delete

|  |
| --- |
| @post('/api/blogs/{id}/delete') async def api\_delete\_blog(id, request):  # 删除指定id的blog   check\_admin(request)  b = await Blog.find(id)  if b is None:  raise APIResourceNotFoundError('Blog')  await b.remove()  return dict(id=id) |

⑤ 获取评论：GET /api/comments

|  |
| --- |
| @get('/api/comments') async def api\_comments(request, \*, page='1'):  check\_admin(request)  # 获取所有评论分页显示  page\_index = get\_page\_index(page)  num = await Comment.find\_number('count(id)')  p = Page(num, page\_index)  if num == 0:  return dict(page=p, comments=())  comments = await Comment.find\_all(order\_by='created\_at desc', limit=(p.offset, p.limit))  return dict(page=p, comments=comments) |

⑥ 创建评论：POST /api/blogs/{blog\_id}/comments

|  |
| --- |
| @post('/api/blogs/{id}/comments') async def api\_create\_comment(id, request, \*, content):  user = request.\_\_user\_\_  if user is None: # 未登录不能评论  raise APIPermissionError('Please signin first.')  if not content or not content.strip(): # 没有内容  raise APIValueError('content')  blog = await Blog.find(id)  if blog is None:  raise APIResourceNotFoundError('Blog')  comment = Comment(blog\_id=blog.id, user\_id=user.id, user\_name=user.name, user\_image=user.image, content=content.strip())  await comment.save()  return comment |

⑦ 删除评论：POST /api/comments/{comment\_id}/delete

|  |
| --- |
| @post('/api/comments/{id}/delete') async def api\_delete\_comments(id, request):  check\_admin(request)  c = await Comment.find(id)  if c is None:  raise APIResourceNotFoundError('Comment')  await c.remove()  return dict(id=id) |

⑧ 创建新用户：POST /api/users

⑨ 获取用户：GET /api/users

|  |
| --- |
| @get('/api/users') async def api\_get\_users(request, \*, page='1'):  check\_admin(request) # 非管理员不能直接访问显示  # 获取所有用户信息分页显示  page\_index = get\_page\_index(page)  num = await User.find\_number('count(id)')  p = Page(num, page\_index)  if num == 0:  return dict(page=p, users=())  users = await User.find\_all(order\_by='created\_at desc', limit=(p.offset, p.limit))  for u in users:  u.pwd = '\*\*\*\*\*\*'  return dict(page=p, users=users) |

2. 管理页面：

① 评论列表页：GET /manage/comments

|  |
| --- |
| @get('/manage/comments') def manage\_comments(\*, page='1'): # 管理评论  return {  '\_\_template\_\_': 'manage\_comments.html',  'page\_index': get\_page\_index(page)  } |

② 日志列表页：GET /manage/blogs

③ 创建日志页：GET /manage/blogs/create

④ 修改日志页：GET /manage/edit

|  |
| --- |
| @get('/manage/blogs/edit') def manage\_edit\_blog(\*, id):  return {  '\_\_template\_\_': 'manage\_blog\_edit.html',  'id': id,  'action': '/api/blogs/{}'.format(id)  } |

⑤ 用户列表页：GET /manage/users

|  |
| --- |
| @get('/manage/users') def manage\_users(\*, page='1'):  return {  '\_\_template\_\_': 'manage\_users.html',  'page\_index': get\_page\_index(page)  } |

⑥ 底部/manage默认重定向到/manage/comments

|  |
| --- |
| @get('/manage/') def manage():  return 'redirect:/manage/comments' |

3. 用户浏览页面包括：

① 注册页：GET /register

② 登录页：GET /signin

③ 注销页：GET /signout

④ 首页：GET /

|  |
| --- |
| @get('/') async def index(\*, page='1'):  # 获取所有blog分页显示  page\_index = get\_page\_index(page)  num = await Blog.find\_number('count(id)')  page = Page(num, page\_index)  if num == 0:  blogs = []  else:  blogs = await Blog.find\_all(order\_by='created\_at desc', limit=(page.offset, page.limit))  return {  '\_\_template\_\_': 'myblog.html',  'page': page,  'blogs': blogs  } |

⑤ 日志详情页：GET /blog/{blog\_id}

4 模板部分

① base.html加入分页的宏定义：

|  |
| --- |
| {% macro pagination(url, page) %}  <ul class="uk-pagination">  {% if page.has\_previous %}  <li><a href="{{ url }}{{ page.page\_index - 1 }}"><i class="uk-icon-angle-double-left"></i></a></li>  {% else %}  <li class="uk-disabled"><span><i class="uk-icon-angle-double-left"></i></span></li>  {% endif %}  <li class="uk-active"><span>{{ page.page\_index }}</span></li>  {% if page.has\_next %}  <li><a href="{{ url }}{{ page.page\_index + 1 }}"><i class="uk-icon-angle-double-right"></i></a></li>  {% else %}  <li class="uk-disabled"><span><i class="uk-icon-angle-double-right"></i></span></li>  {% endif %}  </ul> {% endmacro %} |

② blog.html：显示单个blog和评论

|  |
| --- |
| {% extends 'base.html' %}  {% block title %}{{ blog.name }}{% endblock %}  {% block beforehead %}  <script>  **let** comment\_url = '/api/blogs/{{ blog.id }}/comments';  $(**function** () {  **let** $form = $('#form-comment');  {# 提交评论事件 #}  $form.submit(**function** (e) {  e.preventDefault();  $form.showFormError('');  **let** content = $form.find('textarea').val().trim();  **if** (content === '') {  **return** $form.showFormError('请输入评论内容！');  }  $form.postJSON(comment\_url, {content: content}, **function** (err, result) {  **if** (err) {  **return** $form.showFormError(err);  }  refresh();  });  });  });  </script> {% endblock %}  {% block content %}  <div class="uk-width-medium-3-4">  <article class="uk-article">  <h2>{{ blog.name }}</h2>  <p class="uk-article-meta">发表于{{ blog.created\_at|datetime }}</p>  {# safe过滤器不用乱用, 自己写的无所谓... #}  <p>{{ blog.html\_content|safe }}</p></article>  <hr class="uk-article-divider">  {% if \_\_user\_\_ %}  <h3>发表评论</h3>  <article class="uk-comment">  <header class="uk-comment-header">  <img class="uk-comment-avatar uk-border-circle" width="50" height="50" src="{{ \_\_user\_\_.image }}">  <h4 class="uk-comment-title">{{ \_\_user\_\_.name }}</h4>  </header>  <div class="uk-comment-body">  <form id="form-comment" class="uk-form">  <div class="uk-alert uk-alert-danger uk-hidden"></div>  <div class="uk-form-row">  <textarea rows="6" placeholder="说点什么吧" style="width:100%;resize:none;"></textarea></div>  <div class="uk-form-row">  <button type="submit" class="uk-button uk-button-primary"><i class="uk-icon-comment"></i>  发表评论</button></div></form></div></article>  <hr class="uk-article-divider">  {% endif %}  <h3>最新评论</h3>  <ul class="uk-comment-list">  {% for comment **in** comments %}  <li>  <article class="uk-comment">  <header class="uk-comment-header">  <img class="uk-comment-avatar uk-border-circle" width="50" height="50" src="{{ comment.user\_image }}">  <h4 class="uk-comment-title">{{ comment.user\_name }} {% if comment.user\_id==blog.user\_id %}(作者){% endif %}</h4>  <p class="uk-comment-meta">{{ comment.created\_at|datetime }}</p>  </header>  <div class="uk-comment-body">  {{ comment.html\_content|safe }}</div></article></li>  {% else %}  <p>还没有人评论...</p>  {% endfor %}</ul></div>  <div class="uk-width-medium-1-4">  <div class="uk-panel uk-panel-box">  <div class="uk-text-center">  <img class="uk-border-circle" width="120" height="120" src="{{ blog.user\_image }}">  <h3>{{ blog.user\_name }}</h3></div></div>  <div class="uk-panel uk-panel-header">  <h3 class="uk-panel-title">友情链接</h3>  <ul class="uk-list uk-list-line">  <li><i class="uk-icon-link"></i> <a href="#">编程</a></li>  <li><i class="uk-icon-link"></i> <a href="#">思考</a></li>  <li><i class="uk-icon-link"></i> <a href="#">读书</a></li>  </ul></div></div> {% endblock %} |

③ manage\_comments.html与manage\_blogs.html和manage\_users.html类似：

|  |
| --- |
| {% extends 'base.html' %}  {% block title %}评论{% endblock %}  {% block beforehead %}  <script>  **function** initVM(data) {  $('#vm').show();  **let** vm = **new** Vue({  el: '#vm',  data: {  comments: data.comments,  page: data.page  },  methods: {  delete\_comment: **function** (comment) {  **let** content = comment.content.length > 20 ? comment.content.substring(0, 20) + '...' : comment.content;  **if** (confirm('确认要删除评论“' + comment.content + '”？删除后不可恢复！')) {  postJSON('/api/comments/' + comment.id + '/delete', **function** (err, r) {  **if** (err) {  **return** error(err);  }  refresh();  });  }  }  }  });  }  $(**function** () {  getJSON('/api/comments', {  page: {{ page\_index }}  }, **function** (err, results) {  **if** (err) {  **return** fatal(err);  }  $('#loading').hide();  initVM(results);  });  });  </script> {% endblock %}  {% block content %}  <div class="uk-width-1-1 uk-margin-bottom">  <div class="uk-panel uk-panel-box">  <ul class="uk-breadcrumb">  <li class="uk-active"><span>评论</span></li>  <li><a href="/manage/blogs">日志</a></li>  <li><a href="/manage/users">用户</a></li></ul></div></div>  <div id="error" class="uk-width-1-1"></div>  <div id="loading" class="uk-width-1-1 uk-text-center">  <span><i class="uk-icon-spinner uk-icon-medium uk-icon-spin"></i> 正在加载...</span></div>  <div id="vm" class="uk-width-1-1" style="display:none">  <table class="uk-table uk-table-hover">  <thead>  <tr>  <th class="uk-width-2-10">作者</th>  <th class="uk-width-5-10">内容</th>  <th class="uk-width-2-10">创建时间</th>  <th class="uk-width-1-10">操作</th></tr></thead>  <tbody>  <tr v-repeat="comment: comments">  <td><span v-text="comment.user\_name"></span></td>  <td><span v-text="comment.content"></span></td>  <td><span v-text="comment.created\_at.toDateTime()"></span></td>  <td>  <a href="#0" v-on="click: delete\_comment(comment)"><i class="uk-icon-trash-o"></i></a></td></tr></tbody></table>  <div v-component="pagination" v-with="page"></div></div> {% endblock %} |

④ manage\_users.html

|  |
| --- |
| {% extends 'base.html' %}  {% block title %}用户{% endblock %}  {% block beforehead %}  <script>  **function** initVM(data) {  $('#vm').show();  **let** vm = **new** Vue({  el: '#vm',  data: {  users: data.users,  page: data.page  }  });  }  $(**function** () {  getJSON('/api/users', {  page: {{ page\_index }}  }, **function** (err, results) {  **if** (err) {  **return** fatal(err);  }  $('#loading').hide();  initVM(results);  });  });  </script> {% endblock %}  {% block content %}  <div class="uk-width-1-1 uk-margin-bottom">  <div class="uk-panel uk-panel-box">  <ul class="uk-breadcrumb">  <li><a href="/manage/comments">评论</a></li>  <li><a href="/manage/blogs">日志</a></li>  <li class="uk-active"><span>用户</span></li></ul></div></div>  <div id="error" class="uk-width-1-1"></div>  <div id="loading" class="uk-width-1-1 uk-text-center">  <span><i class="uk-icon-spinner uk-icon-medium uk-icon-spin"></i> 正在加载...</span></div>  <div id="vm" class="uk-width-1-1">  <table class="uk-table uk-table-hover">  <thead>  <tr>  <th class="uk-width-4-10">名字</th>  <th class="uk-width-4-10">电子邮件</th>  <th class="uk-width-2-10">注册时间</th></tr></thead>  <tbody>  <tr v-repeat="user: users">  <td>  <span v-text="user.name"></span>  <span v-if="user.admin" style="color:#d05"><i class="uk-icon-key"></i> 管理员</span></td>  <td>  <a v-attr="href: 'mailto:'+user.email" v-text="user.email"></a></td>  <td><span v-text="user.created\_at.toDateTime()"></span></td>  </tr></tbody></table>  <div v-component="pagination" v-with="page"></div></div> {% endblock %} |

⑤ 首页myblog.html添加分页

|  |
| --- |
| {% for blog **in** blogs %}  {# 与之前一样 #} {% endfor %} {{ pagination('/?page=', page) }}{# 添加分页 #} |

大部分功能都实现了，如增删改博客，用户注册登录退出，评论管理等，

主要问题：

① markdown貌似很奇怪…

② 用户头像没有管理，需要一个/user/{id}显示用户信息

③ 需要添加几个易用性的按钮

**20180411**

* Day 15. 部署Web App

需要把Web App部署到远程服务器上，广大用户才能访问到网站。

很多做开发的童鞋把部署看成是运维的工作，这是完全错误的。壹. 最近流行DevOps理念，意思是开发和运维要变成一个整体。贰. 运维的难度其实跟开发质量有很大的关系。代码写得垃圾，运维再好也扛不住。叁. DevOps理念需要把运维、监控等功能融入到开发中。想服务器升级时不中断用户服务?那就需要在开发时考虑到这一点。

* 将hikari\_web\_app部署到Linux服务器

① 搭建Linux服务器

首先得有一台Linux服务器。要在公网上体验的童鞋，可以在Amazon的[AWS](http://aws.amazon.com/)申请一台EC2虚拟机(免费使用1年)，或者使用国内的一些云服务器，一般都提供Ubuntu Server的镜像。想在本地部署的同学，请安装虚拟机，推荐使用[VirtualBox](https://www.virtualbox.org/)。

Linux安装完成后，确保ssh服务正在运行，否则需要通过apt安装：

sudo apt-get install openssh-server

有了ssh服务，就可以从本地连接到服务器。建议把公钥复制到服务器端用户的.ssh/authorized\_keys中，就可以通过证书实现无密码连接。

② 部署方式

利用Python自带的asyncio已经编写了一个异步高性能服务器，但还需要一个高性能的Web服务器。此处选择Nginx，它可以处理静态资源，同时作为反向代理把动态请求交给Python代码处理。

![](data:image/png;base64,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)

Nginx负责分发请求：
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服务器端定义好部署的目录结构：

/

+- srv/

+- hikari\_web\_app/ <-- Web App根目录

+- www/ <-- 存放Python源码

| +- static/ <-- 存放静态资源文件

+- log/ <-- 存放log

在服务器上部署，要考虑到如果新版本运行不正常，需要回退到旧版本时怎么办。每次用新的代码覆盖掉旧的文件是不行的，需要一个类似版本控制的机制。由于Linux系统提供了软链接功能，所以把www作为一个软链接，它指向哪个目录，哪个目录就是当前运行的版本：

而Nginx和python代码的配置文件只需要指向www目录即可。

Nginx可以作为服务进程直接启动，但app.py还不行，所以[Supervisor](http://supervisord.org/)登场！Supervisor是一个管理进程的工具，可以随系统启动而启动服务，它还时刻监控服务进程，如果服务进程意外退出，Supervisor可以自动重启服务。

需要用到的服务有：

1) Nginx：高性能Web服务器+负责反向代理；

2) Supervisor：监控服务进程的工具；

3) MySQL：数据库服务。

在Linux服务器上用apt直接安装上述服务：

sudo apt-get install nginx supervisor python3 mysql-server

然后，把用到的Python库安装：

sudo pip3 install jinja2 aiomysql aiohttp

在服务器上创建目录/srv/hikari\_web\_app/以及相应的子目录。

在服务器上初始化MySQL数据库，把数据库初始化脚本schema.sql复制到服务器上执行：mysql -u root -p < schema.sql

服务器端准备就绪。

③ 部署

用FTP还是SCP还是rsync复制文件？如果要手动复制，用一次两次还行，一天如果部署50次不但速度慢、效率低，而且容易出错。

正确的部署方式是使用工具配合脚本完成自动化部署。[Fabric](http://www.fabfile.org/)就是一个自动化部署工具。由于Fabric是用Python 2.x开发的，所以部署脚本要用Python 2.7编写，本机(自己电脑，不是服务器)还必须安装Python 2.7版本；Linux服务器不需要安装Fabric，Fabric使用SSH直接登录服务器并执行部署命令。

// 好像现在已经支持Python3了…

编写部署脚本。Fabric的部署脚本叫fabfile.py，把它放到hikari\_web\_app目录下，与www目录平级：

1) 导入Fabric的API，设置部署时的变量：

|  |
| --- |
| # 导入Fabric API from fabric.api import \* # 服务器登录用户名 env.user = 'hikari' # sudo用户为root env.sudo\_user = 'root' # 服务器地址可以有多个, 依次部署 env.hosts = ['192.168.1.101'] # 服务器MySQL用户名和密码 db\_user = 'root' db\_password = 'mysql' |

每个Python函数都是一个任务。

2) 打包任务：

|  |
| --- |
| import os \_TAR\_FILE = 'myblog.tar.gz' def build():  # 打包任务  includes = ['static', 'templates', 'transwarp', 'favicon.ico', '\*.py']  excludes = ['test', '.\*', '\*.pyc', '\*.pyo']  local('rm -f dist/{}'.format(\_TAR\_FILE))  # 把当前命令的目录设定为lcd()指定的目录  with lcd(os.path.join(os.path.abspath('.'), 'www')):  cmd = ['tar', '--dereference', '-czvf', '../dist/{}'.format(\_TAR\_FILE)]  cmd.extend(['--exclude=\'{}\''.format(x) for x in excludes])  cmd.extend(includes)  local(' '.join(cmd)) # local()运行本地命令 |

注意：Fabric只能运行命令行命令，Windows下可能需要[Cgywin](http://cygwin.com/)环境。

在hikari\_web\_app目录下运行：fab build

在dist目录下创建了myblog.tar.gz的文件。

3) deploy任务，把打包文件上传至服务器，解压，重置www软链接，重启相关服务：

|  |
| --- |
| from datetime import datetime \_REMOTE\_TMP\_TAR = '/tmp/{}'.format(\_TAR\_FILE) \_REMOTE\_BASE\_DIR = '/srv/hikari\_web\_app' def deploy():  newdir = 'www-{}'.format(datetime.now().strftime('%Y-%m-%d\_%H.%M.%S'))  # run()函数执行的命令是在服务器上运行  run('rm -f {}'.format(\_REMOTE\_TMP\_TAR)) # 删除已有的tar文件  put('dist/{}'.format(\_TAR\_FILE), \_REMOTE\_TMP\_TAR) # 上传新的tar文件  # 根据时间创建新目录  with cd(\_REMOTE\_BASE\_DIR):  sudo('mkdir {}'.format(newdir))  # 解压到新目录  with cd('{}/{}'.format(\_REMOTE\_BASE\_DIR, newdir)):  sudo('tar -xzvf {}'.format(\_REMOTE\_TMP\_TAR))  # 重置软链接  with cd(\_REMOTE\_BASE\_DIR):  sudo('rm -f www')  sudo('ln -s {} www'.format(newdir))  # 将www的拥有者设为users群体的hikari  sudo('chown hikari:users www')  sudo('chown -R hikari:users {}'.format(newdir)) # -R对指定目录递归改变拥有者  # 重启Python服务和nginx服务器  with settings(warn\_only=True):  sudo('supervisorctl stop hikari\_web\_app')  sudo('supervisorctl start hikari\_web\_app')  sudo('/etc/init.d/nginx reload') |

注意：run()函数执行的命令是在服务器上运行，with cd(path)和with lcd(path)类似，把当前目录在服务器端设置为cd()指定的目录。如果一个命令需要sudo权限，要用sudo()来执行。

**20180412**

④ 配置Supervisor

上面让Supervisor重启hikari\_web\_app会失败，因为还没有配置Supervisor。

编写一个Supervisor的配置文件/etc/supervisor/conf.d/hikari\_web\_app.conf：

|  |
| --- |
| [program:hikari\_web\_app]  command = /srv/hikari\_web\_app/www/app.py directory = /srv/hikari\_web\_app/www user = root startsecs = 3  redirect\_stderr = true stdout\_logfile\_maxbytes = 50MB stdout\_logfile\_backups = 10 stdout\_logfile = /srv/hikari\_web\_app/log/app.log |

配置文件通过[program: hikari\_web\_app]指定服务名为hikari\_web\_app，command指定启动app.py。

重启Supervisor后，就可以随时启动和停止Supervisor管理的服务了：

$ sudo supervisorctl reload

$ sudo supervisorctl start hikari\_web\_app

$ sudo supervisorctl status

⑤ 配置Nginx

配置文件/etc/nginx/sites-available/ hikari\_web\_app：

|  |
| --- |
| server {  listen 80;# 监听80端口  root /srv/hikari\_web\_app/www;  access\_log /srv/hikari\_web\_app/log/access\_log;  error\_log /srv/hikari\_web\_app/log/error\_log;、  # server\_name www.hikari-blog.com; # 配置域名  client\_max\_body\_size 1m;  gzip on;  gzip\_min\_length 1024;  gzip\_buffers 4 8k;  gzip\_types text/css application/x-javascript application/json;  sendfile on;  location /favicon.ico { # 处理静态文件/favicon.ico  root /srv/hikari\_web\_app/www;  }  location ~ ^\/static\/.\*$ { # 处理静态资源  root /srv/hikari\_web\_app/www;  }  location / { # 动态请求转发到8000端口  proxy\_pass http://127.0.0.1:8000;  proxy\_set\_header X-Real-IP $remote\_addr;  proxy\_set\_header Host $host;  proxy\_set\_header X-Forwarded-For $proxy\_add\_x\_forwarded\_for;  } } |

在/etc/nginx/sites-enabled/目录下创建软链接：

$ pwd

/etc/nginx/sites-enabled

$ sudo ln -s /etc/nginx/sites-available/hikari\_web\_app .

让Nginx重新加载配置文件：$ sudo /etc/init.d/nginx reload

如果有任何错误，都可以在/srv/ hikari\_web\_app /log下查找Nginx和App本身的log。如果Supervisor启动时报错，可以在/var/log/supervisor下查看Supervisor的log。

如果一切顺利，可以在浏览器中访问Linux服务器上的hikari\_web\_app

如果在开发环境更新了代码，只需要在命令行执行：

$ fab build

$ fab deploy

自动部署完成！刷新浏览器就可以看到服务器代码更新后的效果。

嫌国外网速慢的童鞋请移步[网易](http://mirrors.163.com/)和[搜狐](http://mirrors.sohu.com/)的镜像站点。

// 为什么阿里云和腾讯云的服务器辣么的贵…

* Day 16. 编写移动App

在移动互联网浪潮席卷而来的今天，一个网站没有上线移动App，出门根本不好意思跟人打招呼。所以必须得有一个移动App版本！

开发iPhone App前置条件：一台Mac电脑，安装XCode和最新的iOS SDK。

在使用MVVM编写前端页面时，用REST API封装网站后台的功能，能清晰地分离前端页面和后台逻辑；现在这个好处更加明显，移动App也可以通过REST API从后端拿到数据。

设计一个简化版的iPhone App，包含两个屏幕：列出最新日志和阅读日志的详细内容。只需要调用API：/api/blogs。在XCode中完成App编写：

关于如何开发iOS，请移步[Develop Apps for iOS](https://developer.apple.com/technologies/ios/)。

如何编写Android App？这个当成作业了。

// so difficult!

**20180417**

* markdown部分修改

handlers.py：

|  |
| --- |
| import markdown @get('/blog/{id}') async def get\_blog(id): # 获取指定id的blog  blog = await Blog.find(id)  comments = await Comment.find\_all('blog\_id=?', [id], order\_by='created\_at desc')  for c in comments:  c.html\_content = text2html(c.content)  # 需要添加扩展的列表  exts = ['markdown.extensions.extra', 'markdown.extensions.codehilite', 'markdown.extensions.tables',  'markdown.extensions.toc']  blog.html\_content = markdown.markdown(blog.content, extensions=exts)  return {  '\_\_template\_\_': 'blog.html',  'blog': blog,  'comments': comments  } |

安装markdown和pygments

命令行：pygmentize -S default -f html > default.css

生成一个默认的语法高亮css文件

然后在base.html中导入：

<link rel="stylesheet" href="/static/css/default.css"/>

效果：
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* 管理按键修改，默认跳转到博客管理

handlers.py：

|  |
| --- |
| @get('/manage/') # 点击管理默认重定向到博客管理页面 def manage():  return 'redirect:/manage/blogs' |

* 在单个博客页面添加编辑按钮

blog.html：

|  |
| --- |
| <h2>{{ blog.name }}</h2> {% if \_\_user\_\_.admin %}  <p><a href="/manage/blogs/edit?id={{ blog.id }}">  <i class="uk-icon-pencil"></i> 编辑</a></p> {% endif %} <p class="uk-article-meta">发表于{{ blog.created\_at|datetime }}</p> |